# Lời nói đầu

Các mẫu thiết kế (Design Patterns) được xem như phần tiếp theo của quá trình học lập trình Hướng đối tượng. Các mẫu thiết kế là kết quả rút ra từ thực tiễn lập trình, vì vậy mang đến ý nghĩa thực hành rất lớn cho học viên học lập trình Hướng đối tượng. Trong tài liệu này, mình giới thiệu 23 mẫu thiết kế được định nghĩa trong cuốn sách kinh điển "Design Patterns - Elements of Reusable Object-Oriented Software" [Addison-Wesley, 1995] của Erich Gamma, Richard Helm, Ralph Johnson và John Vlissides (GoF – Gang of Four).

Mình cố gắng trình bày một cách đơn giản, trong sáng, giúp bạn trong âu lạc bộ [UPC- UTT Programming Club](https://www.facebook.com/profile.php?id=100094692436013) nắm bắt được tinh thần của các mẫu thiết kế. Các ví dụ và bài tập (bằng Java) cũng được cân nhắc lựa chọn nhằm làm nổi bật đặc điểm lập trình của các mẫu thiết kế.

Mình là Hoàng Anh Tiến một thành viên của [UPC- UTT Programming Club](https://www.facebook.com/profile.php?id=100094692436013) đặc biệt cảm ơn tới câu lạc bộ đã cho mình động lực viết giáo trình này.

Mặc dù đã dành rất nhiều thời gian và công sức cho tài liệu này, phải hiệu chỉnh chi tiết và nhiều lần, nhưng tài liệu không thể nào tránh được những sai sót và hạn chế. Mình thật sự mong nhận được các ý kiến góp ý từ bạn đọc để tài liệu có thể hoàn thiện hơn.

Các bạn trong câu lạc bộ nếu có sử dụng giáo trình này, xin gửi cho mình ý kiến đóng góp phản hồi, giúp giáo trình được hoàn thiện thêm, phục vụ cho công tác giảng dạy chung và góp phần giúp câu lạc bộ phát triển và lớn mạnh hơn.
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# GoF Design Patterns

Design patterns là tập hợp các mẫu thiết kế, dùng như giải pháp thực tế hoặc như thiết kế chuẩn cho các vấn đề phổ biến trong xây dựng phần mềm hướng đối tượng. Được áp dụng trong toàn bộ vòng đời phát triển phần mềm, các mẫu thiết kế giúp ứng dụng có tổ chức tốt, linh hoạt, dễ bảo trì và nâng cấp.

Tài liệu này giới thiệu 23 mẫu thiết kế được định nghĩa trong cuốn sách kinh điển "Design Patterns - Elements of Reusable Object-Oriented Software" [Addison-Wesley, 1995] của Erich Gamma, Richard Helm, Ralph Johnson, và John Vlissides (GoF – Gang of Four) [1].

GoF phân loại các mẫu thiết kế theo hai cách:

- Mục đích của mẫu thiết kế: có ba nhóm.

**Creational** gồm 5 mẫu thiết kế: Abstract Factory, Builder, Factory Method, Prototype và Singleton. Nhóm này mô tả việc trừu tượng hóa quá trình tạo ra các thể hiện của đối tượng, thay vì khởi tạo trực tiếp từ constructor. Lưu ý, tính đa hình không làm việc khi chúng ta tạo đối tượng.

**Structural** gồm 7 mẫu thiết kế: Adapter, Bridge, Composite, Decorator, Facade, Flyweight và Proxy. Nhóm này mô tả cách phối hợp các lớp và các đối tượng để hình thành một cấu trúc phức tạp hơn. Nhóm này được sử dụng khi thiết kế hệ thống mới hoặc khi bảo trì, mở rộng hệ thống có sẵn.

**Behavioral** gồm 11 mẫu thiết kế: Chain of Responsibility, Command, Interpreter, Iterator, Mediator, Memento, Observer,

State, Strategy, Template Method và Visitor. Nhóm này quan tâm đến việc trao đổi thông tin, phân chia trách nhiệm, tương tác giữa các đối tượng.

- Phạm vi (scope) quan hệ: có hai nhóm.

**Class** Factory Method, Adapter (class), Interpreter và Template Method.

**Object** Abstract Factory, Builder, Prototype, Singleton, Adapter (object), Bridge, Composite, Decorator, Facade, Flyweight, Proxy, Chain of Responsibility, Command, Iterator, Mediator, Memento, Observer, State, Strategy và Visitor.

Trong thực tế, các mẫu thiết kế thường được dùng phối hợp với nhau. GoF trình bày quan hệ giữa các mẫu thiết kế như hình sau (các mẫu thiết kế Adapter, Bridge, Proxy có quan hệ nhưng không trình bày).
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Quan hệ giữa các mẫu thiết kế [Gamma et al. 1995]

Tham khảo sơ đồ quan hệ này sau khi đã hiểu rõ 23 mẫu thiết kế Steven John Metsker [7] lại phân loại các mẫu thiết kế thành 5 nhóm:

**Interface** gồm Adapter, Facade, Composite và Bridge. Giải quyết các vấn đề liên quan đến giao diện.

**Responsibility** gồm Singleton, Observer, Mediator, Proxy, Chain of Responsibility và Flyweight. Giải quyết các vấn đề liên quan đến phân công trách nhiệm cho đối tượng.

**Construction** gồm Builder, Factory Method, Abstract Factory, Prototype và Memento. Giải quyết các vấn đề về tạo đối

tượng mà không dùng constructor.

**Operation** gồm Template Method, State, Strategy, Command và Interpreter. Giải quyết các vấn đề điều khiển tác vụ, xử lý khi có nhiều tác vụ tham gia.

**Extension** gồm Decorator, Iterator và Visitor. Giải quyết vấn đề mở rộng chức năng.

Một mẫu thiết kế ánh xạ giữa một vấn đề thường gặp phải khi thiết kế và một giải pháp chung:

* Đã tạo trực tiếp các đối tượng có nhiệm vụ rõ ràng: hệ thống gắn liền với cài đặt quá cụ thể sẽ làm mất đi tính linh động, khó mở rộng. Giải pháp: tạo các đối tượng một cách gián tiếp bằng cách dùng Abstract Factory, Factory Method, Prototype.
* Phụ thuộc vào các tác vụ cụ thể: hệ thống chỉ có một cách để đáp ứng yêu cầu. Giải pháp: tránh viết code cố định bằng cách dùng Chain of Responsibility, Command.
* Phụ thuộc vào nền tảng phần cứng hoặc phần mềm: ứng dụng khó chuyển đến các nền tảng khác. Giải pháp: giới hạn sự phụ thuộc nền tảng bằng cách dùng Abstract Factory và Bridge.
* Phụ thuộc vào giao diện người dùng hoặc code của Client: giao diện người dùng và code của Client có thể bị thay đổi nếu các đối tượng trong hệ thống thay đổi. Giải pháp: cách ly với Client, bằng cách dùng Abstract Factory, Bridge, Memento, Proxy.
* Phụ thuộc vào thuật toán: thuật toán sử dụng thay đổi thường xuyên. Khi thuật toán thay đổi, các đối tượng phụ thuộc nó buộc phải thay đổi. Giải pháp: cô lập thuật toán, dùng Builder, Iterator, Strategy, Template Method, Visitor.
* Ràng buộc quá chặt chẽ: các lớp liên kết với nhau quá chặt chẽ sẽ rất khó sử dụng lại, khó kiểm tra, bảo trì. Giải pháp: làm suy yếu liên kết quá chặt chẽ giữa các lớp bằng cách dùng Abstract Factory, Bridge, Chain of Responsibility, Command, Facade, Mediator, Observer.
* Mở rộng chức năng của lớp bằng thừa kế: thừa kế (inheritance) khó sử dụng, khó hiểu hơn tổng hợp (composition). Giải pháp: mở rộng chức năng tránh dùng thừa kế mà dùng tổng hợp, với Bridge, Chain of Responsibility, Composite, Decorator, Observer, Strategy.
* Không dễ dàng tùy biến các lớp: các lớp không thể tiếp cận, không thể hiểu hoặc khó thay đổi. Giải pháp: không can thiệp vào lớp mà mở rộng bằng cách dùng Adapter, Decorator, Visitor.

Học các mẫu thiết kế là học kinh nghiệm từ thực tiễn, nâng cao tư duy thiết kế hướng đối tượng, nắm bắt nguyên tắc cấu trúc ứng dụng, biết cách tổ chức lại (refactoring) ứng dụng. Tuy nhiên, do bạn hoàn toàn có thể xây dựng chương trình không dùng các mẫu thiết kế, bạn cần nhận thức được lợi ích khi học và sử dụng các mẫu thiết kế. Cách tiếp cận như sau:

* Trước tiên, bạn chấp nhận giả thuyết cho rằng các mẫu thiết kế là quan trọng trong việc thiết kế hệ thống phần mềm.
* Thứ hai, bạn phải nhận ra rằng bạn cần phải đọc về các mẫu thiết kế để biết khi nào bạn có thể sử dụng chúng.
* Thứ ba, bạn phải hiểu các mẫu thiết kế một cách chi tiết đủ để biết loại nào trong chúng có thể giúp bạn giải quyết yêu cầu thiết kế hoặc vấn đề gặp phải khi thiết kế.

Bạn nên học tập cách ghi chú trực quan của Allen Holub [4] về mối tương quan giữa các thành phần của mẫu thiết kế vớ hệ thống lớp đang xem xét, điều này mang lại ý nghĩa thực hành tốt trong nhận dạng mẫu thiết kế.
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Do kết quả thiết kế thường là một mô hình giải pháp trừu tượng biểu diễn bằng ngôn ngữ UML. Bạn có thể dùng UMLet, tại: [http://www.umlet.com](http://www.umlet.com/) để vẽ sơ đồ lớp. Với các ví dụ trong tài liệu, bạn nên dùng ObjectAid UML Explorer, plugin của Eclipse, tại: [http://www.objectaid.net.](http://www.objectaid.net/) ObjectAid UML Explorer cho phép chuyển ngược các lớp Java trở lại thành sơ đồ lớp.

Các mẫu thiết kế trong tài liệu được trình bày theo thứ tự giống sách của GoF [1]. Theo chúng tôi, để dễ tiếp cận, bạn nên tìm hiểu theo thứ tự sau: Singleton, Iterator, Adapter, Decorator, State, Strategy, Factory Method, Observer, Facade, Template Method, rồi tự lựa chọn thứ tự tìm hiểu các mẫu thiết kế còn lại.

# Các nguyên tắc thiết kế hướng đối tượng

Có nhiều hướng dẫn giúp bạn tạo nên thiết kế hướng đối tượng tốt:

* Don’t Repeat Yourself (DRY), không nên viết những đoạn code trùng lặp trong cùng một chương trình (low duplicate) mà nên dùng lớp trừu tượng hoặc viết thành phương thức để dùng chung.
* Giữ liên kết giữa các lớp không quá chặt (loosely coupling).
* Đóng gói những gì dễ thay đổi.
* Nên dùng tổng hợp (composition) hơn là dùng thừa kế (inheritance).
* Client luôn làm việc với phần trừu tượng (sử dụng polymorphism), không trực tiếp làm việc với cài đặt.
* Ủy nhiệm (delegation) cho đối tượng tự thực hiện hành vi mong muốn, thay vì thực hiện hành vi đó lên đối tượng. Các hướng dẫn đó dựa trên năm nguyên tắc thiết kế hướng đối tượng, gọi tắt là SOLID:
* **S**ingle Responsibility
* **O**pen-Closed
* **L**iskov’s Substitution
* **I**nterface Segregation
* **D**ependency Inversion

Năm nguyên tắc này có mối quan hệ tương hỗ với nhau. Chúng được áp dụng khi xây dựng các mẫu thiết kế.

## Single Responsibility (SRP)

[Tom DeMarco và Meilir Page-Jones] Mỗi lớp chỉ nên đảm đương một nhiệm vụ. Một nhiệm vụ là một trục thay đổi, nhiều nhiệm vụ sẽ gây nên nhiều lý do thay đổi lớp, làm cho lớp khó bảo trì.

Lưu ý, một nhiệm vụ không phải là một phương thức, mà là nhóm phương thức làm cho đối tượng thay đổi với lý do tương tự nhau. Ví dụ: nhiệm vụ kết nối (connect(), disconnect()), nhiệm vụ truyền thông (send(), receive()).

Nói cách khác, hãy nhóm các đối tượng thay đổi vì lý do tương tự, và tách biệt các đối tượng thay đổi vì các lý do khác nhau. Ví dụ, lớp Employee sau đảm nhiệm cùng lúc ba nhiệm vụ, vi phạm nguyên tắc SRP:

+ saveEmployeeToDB()

+ deleteEmployeeFromDB()

+ printEmployeeDetailReportXML()

+ printEmployeeDetailReportPDF()

+ hireEmployee()

+ terminateEmployee()

* id: long
* name: String
* department: String
* working: boolean

Employee

Thiết kế sau tách biệt các nhiệm vụ để bảo đảm nguyên tắc SRP:
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+ hireEmployee(Employee)

+ terminateEmployee(Employee)

+ printEmployeeReport(Employee)

+ getFormattedEmployee(): String

. . .

1. employee: Employee
2. formatType: String

EmployeeReportFormatter

* id: long
* name: String
* department: String
* working: boolean

Employee

+ saveEmployee(Employee)

+ deleteEmployee(Employee)

+ convertObjectToXML(Object): String

+ convertObjectToPDF(Object): String

+ getFormattedValue(): String

– connectionManager: ConnectionManager

EmployeeDAO

ReportFormatter

ConnectionManager

+ getInstance: ConnectionManager

+ connect()

+ getConnection()

+ close()

## Open-Closed (OCP)

[Bertrand Meyer] Các module được thiết kế sao cho có thể mở rộng được, thêm hành vi mới mà không phải thay đổi các module hiện tại. Nguyên tắc:

* Open for extensibility: mở rộng hành vi của module để đáp ứng nhu cầu mới của ứng dụng.
* Closed for modification: liên quan đến nguyên tắc SRP.

Để thực hiện nguyên tắc OCP, trước tiên phải cài đặt theo nguyên tắc SRP. Sau đó, trừu tượng hóa là cách thực hiện nguyên tắc này. Dẫn xuất từ một lớp trừu tượng là đóng, không cho phép thay đổi, bởi vì lớp trừu trượng đã định nghĩa cố định hành

vi. Nhưng hành vi đó có thể được mở rộng bằng cách cài đặt mới cho các lớp dẫn xuất.

|  |  |
| --- | --- |
| Vi phạm nguyên tắc OCP | Đảm bảo nguyên tắc OCP |
| class Square {  double side;  }  class Circle { double radius;  }  class AreaCalculator {  public double Area(Object[] shapes) { double area = 0;  for (Object object : shapes) {  if (object instanceof Square) { Square square = (Square) object; area += square.side \* square.side;  }  if (object instanceof Circle) { Circle circle = (Circle) object; area += circle.radius \*  circle.radius \* Math.PI;  }  }  return area;  }  } | abstract class Shape {  public abstract double area();  }  class Square extends Shape { double side;  @Override public double area() { return side \* side;  }  }  class Circle extends Shape { double radius;  @Override public double area() { return radius \* radius \* Math.PI;  }  }  class AreaCalculator {  public double Area(Shape[] shapes) { double area = 0;  for (Shape shape : shapes) { area += shape.area();  }  return area;  }  } |

Trong thiết kế bên trái, lớp AreaCalculator sử dụng trực tiếp các lớp Square và Circle, nên vi phạm nguyên tắc OCP. Nếu mở rộng, ví dụ thêm lớp Triangle (tam giác), buộc phải thay đổi nhiều trong lớp AreaCalculator.

## Liskov's Substitution (LSP)

[Barbara Liskov] Kiểu dẫn xuất phải có khả năng thay thế được kiểu cơ sở của nó. Nói một cách đơn giản, lớp dẫn xuất phải được cài đặt sao cho nó không phá vỡ chức năng của lớp cha dưới góc nhìn của người dùng. Người dùng sử dụng một lớp, và họ mong tiếp tục làm việc đúng với lớp dẫn xuất từ lớp đó. LSP thường vi phạm khi bạn loại bỏ một số tính năng của lớp.

|  |  |
| --- | --- |
| Vi phạm nguyên tắc LSP | Đảm bảo nguyên tắc LSP |
| abstract class Teacher {  int name;  public abstract void teach();  private void takeAttendence() { System.out.println("Take attendence");  }  private void collectPaper() { System.out.println("Collect papers");  }  public void performOtherTasks() { takeAttendence(); collectPaper();  }  }  class MathTeacher extends Teacher { @Override public void teach() {  System.out.println("Calculate math");  }  }  class SubstitutionTeacher extends Teacher { @Override public void teach() {  // cannot teach? throw exception?  }  } | class Staff {  int name;  private void takeAttendence() { System.out.println("Take attendence");  }  private void collectPaper() { System.out.println("Collect papers");  }  public void performOtherTasks() { takeAttendence(); collectPaper();  }  }  interface Instructor { void teach();  }  class MathTeacher extends Staff  implements Instructor { @Override public void teach() {  System.out.println("Calculate math");  }  }  class SubtitutionTeacher extends Staff {  } |

Thiết kế bên trái vi phạm nguyên tắc LSP. Lớp SubstitutionTeacher, dẫn xuất từ Teacher, hoạt động không như mong đợi. Thực tế, nguyên nhân do lớp SubtitutionTeacher không phải là Teacher, nó không cần đến phương thức teach().

## Interface Segregation (ISP)

[Robert C. Martin] Giao diện lớn nên tách thành nhóm các giao diện có chức năng đặc thù hơn, mỗi giao diện thu hẹp như vậy gọi là giao diện vai trò (role interface), phục vụ cho một tập khách hàng riêng.

Thiết kế theo ISP giữ cho hệ thống tách biệt, dễ dàng tổ chức lại, thay đổi hoặc tái bố trí.

|  |  |
| --- | --- |
| Vi phạm nguyên tắc ISP | Đảm bảo nguyên tắc ISP |
| interface IWorker {  void work(); void eat();  }  class Worker implements IWorker { @Override public void work() {  System.out.println("worker working");  }  @Override public void eat() { System.out.println("eating");  }  }  class Robot implements IWorker { @Override public void work() {  System.out.println("robot working");  }  @Override public void eat() { System.out.println("no need eat");  }  }  public class Manager\_noISP {  public static void main(String[] args) { IWorker[] list = {new Worker(),new Robot()}; for (IWorker worker : list) worker.work();  }  } | interface IWorkable { void work(); }  interface IFeedable { void eat(); }  interface IWorker extends IFeedable, IWorkable {  }  class Worker implements IWorker { @Override public void work() {  System.out.println("worker working");  }  @Override public void eat() { System.out.println("eating");  }  }  class Robot implements IWorkable { @Override public void work() {  System.out.println("robot working not eating");  }  }  public class Manager\_ISP {  public static void main(String[] args) { IWorkable[] list = {new Worker(), new Robot()}; for (IWorkable worker : list) worker.work();  }  } |

## Dependency Inversion (DIP)

[Robert C. Martin] Ngược với kiến trúc truyền thống, những module ở mức cao (nơi phối hợp hoạt động của nhiều module ở mức thấp) không nên phụ thuộc trực tiếp vào những module mức thấp (nơi thực hiện chức năng cơ bản), cả hai nên phụ thuộc thông qua lớp trừu tượng.

Kiến trúc: thay thế (high-module  low-module) bằng (high-module  [interface  low-module])

|  |  |
| --- | --- |
| interface Writer {  void writeOn();  }  interface Reader { void readIn();  }  class Keyboard implements Reader { @Override public void readIn() {  System.out.println("Read in keyboard");  }  }  class Printer implements Writer { @Override public void writeOn() {  System.out.println("Write on paper");  }  }  Kiến trúc hình bên giúp module mức cao (copy()) không bị ảnh hưởng khi thay đổi các module mức thấp (thay đổi loại Reader hoặc Writer). | public class CopyMachine {  public static void copy(Writer w, Reader r) { r.ReadIn();  w.writeOn();  }  public static void main(String[] args) { Writer w = new Printer();  Reader r = new Keyboard(); copy(w, r);  }  }  CopyMachine  + copy(Writer, Reader)  «interface» «interface» Reader Writer  + *readIn()* + *writeOn()*  Keyboard Printer  + readIn() + writeOn() |

# Creational

## Abstract Factory
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Mẫu thiết kế Abstract Factory cung cấp một giao diện dùng để tạo ra một họ các đối tượng có quan hệ (hoặc phụ thuộc) với nhau mà không cần chỉ định rõ lớp cụ thể của chúng. Họ đối tượng (object family) không mang ý nghĩa chúng cùng cây thừa kế, mà là các đối tượng có quan hệ (hoặc phụ thuộc) với nhau, mỗi họ được sử dụng trong một ngữ cảnh khác nhau. Ví dụ:

* Ngữ cảnh là theme sử dụng: window và scrollbar có theme màu vàng thuộc họ đối tượng YellowThemeWidget; họ này được tạo ra từ factory cụ thể, YellowThemeWidgetFactory.
* Ngữ cảnh là hệ nền chạy chương trình: window và scrollbar chạy trên Unix thuộc họ đối tượng XWindowsComponent; họ này được tạo ra từ factory cụ thể, XWindowsFactory.

Tập hợp các phương thức dùng tạo đối tượng được đóng gói trong một đối tượng tạo, gọi là đối tượng factory.

1. Cài đặt
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«interface» AbstractFactory

Client

+ *createProductA(): AbstractProductA*

+ *createProductB(): AbstractProductB*

AbstractProductA

ConcreteFactory2

+ createProductA(): AbstractProductA

+ createProductB(): AbstractProductB

ConcreteProductA1

AbstractProductB

ConcreteProductB2

ConcreteProductA2

ConcreteFactory1

+ createProductA(): AbstractProductA

+ createProductB(): AbstractProductB

ConcreteProductB1

* AbstractFactory: khai báo giao diện chứa một tập hợp các phương thức tạo các loại đối tượng.
* ConcreteFactory: cài đặt cụ thể các phương thức tạo đối tượng để tạo ra họ đối tượng.
* AbstractProduct: khai báo giao diện chung cho loại đối tượng sẽ được tạo. Ví dụ, window và scrollbar là hai loại đối tượng.
* ConcreteProduct: các đối tượng thật sự được tạo ra bởi factory. Ví dụ, window màu vàng và scrollbar màu hồng.
* Client: sử dụng các đối tượng được tạo ra thông qua giao diện. Do Client không xác định được ngữ cảnh tạo đối tượng nên phải dùng Abstract Factory.

// (1) AbstractProduct

abstract class Window {

public abstract void draw();

}

abstract class Scrollbar { public abstract void paint();

}

// (2) ConcreteProduct

class YellowThemeWindow extends Window { @Override public void draw() {

System.out.println(getClass().getName());

}

}

class PinkThemeWindow extends Window { @Override public void draw() {

System.out.println(getClass().getName());

}

}

class YellowThemeScrollbar extends Scrollbar { @Override public void paint() {

System.out.println(getClass().getName());

}

}

class PinkThemeScrollbar extends Scrollbar { @Override public void paint() {

System.out.println(getClass().getName());

}

}

// (3) AbstractFactory interface WidgetFactory {

Scrollbar createScrollbar(); Window createWindow();

}

// (4) ConcreteFactory

class YellowThemeWidgetFactory implements WidgetFactory { @Override public Scrollbar createScrollbar() {

return new YellowThemeScrollbar();

}

@Override public Window createWindow() { return new YellowThemeWindow();

}

}

class PinkThemeWidgetFactory implements WidgetFactory { @Override public Scrollbar createScrollbar() {

return new PinkThemeScrollbar();

}

@Override public Window createWindow() { return new PinkThemeWindow();

}

}

public class Client {

public static void initGUI(WidgetFactory factory) { factory.createScrollbar().paint(); factory.createWindow().draw();

}

public static void main(String[] args) { System.out.println("--- Abstract Factory Pattern ---"); initGUI(new PinkThemeWidgetFactory());

}

}

Một họ đối tượng là các widget (window, scrollbar) thiết kế đồ họa theo cùng một chủ đề (theme). Bằng cách thay đổi factory tạo họ đối tượng, bạn có thể thay đổi theme áp dụng cho chúng một cách dễ dàng.

1. Liên quan
   * Prototype: lớp AbstractFactory thường được cài đặt bằng các Factory Method, nhưng nó cũng được cài đặt bằng Prototype.
   * Singleton: lớp ConcreteFactory thường là một Singleton.
2. Java API

Nhiều lớp của JAXP (DocumentBuilderFactory, SAXParserFactory, TransformFactory, XPathFactory, …) là AbstractFactory, chúng có phương thức tạo trả về một factory, factory này được dùng để tạo các kiểu abstract/interface khác.

Lớp java.awt.Toolkit là một Abstract Factory được dùng để tạo các đối tượng làm việc với hệ thống cửa sổ thuộc các hệ nền khác nhau.

Trong JavaEE, các mẫu thiết kế Data Access Object (DAO, lớp Integration) và Transfer Object Assembler (lớp Business) cũng áp dụng mẫu thiết kế Abstract Factory.

1. Sử dụng Ta muốn:
   * Một hệ thống độc lập với cách mà các sản phẩm của nó được tạo ra, được tích hợp và được thể hiện.
   * Một hệ thống được cấu hình để tạo ra một hoặc nhiều họ sản phẩm, hoạt động trong nhiều ngữ cảnh.
   * Yêu cầu bắt buộc các sản phẩm trong một họ phải làm việc với nhau.
   * Cung cấp một thư viện lớp các sản phẩm, nhưng chỉ muốn đề cập đến phần giao diện, chưa chú ý đến phần cài đặt.
2. Bài tập
3. Driver cho màn hình và máy in trong thuộc hai họ driver: driver có độ phân giải thấp (low-resolution) và driver có độ phân giải cao (high-resolution). Bạn hãy áp dụng mẫu thiết kế Abstract Factory để tạo ra các họ driver thích hợp.
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HighResFactory

LowResDisplayDriver

+ *print()*

Client

+ *draw()*

«interface» PrintDriver

«interface» DisplayDriver

+ *createDisplayDriver(): DisplayDriver*

+ *createPrintDriver(): PrintDriver*

«interface» ResolutionFactory

LowResPrintDriver

HighResPrintDriver

HighResDisplayDriver

1. CreditCard có 2 loại: AmexCreditCard (gồm AmexGold và AmexPlatinum) và VisaCreditCard (VisaBlack và VisaGold). Hai loại AmexCreditCard được xác minh bằng Validator khác nhau (AmexGoldValidator và AmexPlatinumValidator), trong lúc hai loại VisaCreditCard đều được xác minh bằng một Validator chung (VisaValidator). Loại CreditCard được tạo tùy theo creditScore (creditScore > 500 cho AmexCreditCard và ngược lại cho VisaCreditCard) và CardType. Bạn hãy áp dụng mẫu thiết kế Abstract Factory để tạo ra các họ CreditCard và áp dụng loại Validator thích hợp.
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VisaValidator
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AmexGoldValidator
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Validator

+ *isValid(CreditCard): boolean*
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CardType

+ GOLD
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«abstract»

CreditCardFactory

+ getCreditCardFactory(int): CreditCardFactory

+ *getCreditCard(CardType): CreditCard*

+ *getValidator(CardType): Validator*

## Builder

Building complex objects![](data:image/png;base64,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)

Mẫu thiết kế Builder tách việc khởi tạo nhiều bước của một đối tượng phức tạp (Product) thành tập hợp các thao tác khởi tạo từng phần của đối tượng đó. Lớp Director quyết định các bước khởi tạo một đối tượng phức tạp từ nhiều thành phần, trong lúc các lớp Builder thực sự xây dựng các thành phần đó.

Sự tách biệt trách nhiệm này cho phép cùng một quá trình khởi tạo có thể tạo ra các thể hiện khác nhau. Ngoài ra, đối tượng có thể khởi tạo từng phần trong trường hợp chưa có đầy đủ dữ liệu dùng cho khởi tạo.

1. Cài đặt
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ConcreteProduct

+ buildPart1(): Builder

+ buildPart2(): Builder

+ getResult(): Product

ConcreteBuilderB

+ buildPart1(): Builder

+ buildPart2(): Builder

+ getResult(): Product

ConcreteBuilderA

+ build(Builder)

Director

«interface»

Product

«interface»

Builder

+ *buildPart1(): Builder*

+ *buildPart2(): Builder*

+ *getResult(): Product*

* Builder: cung cấp giao diện để Director tạo ra các thành phần của đối tượng phức tạp Product. Từ các thành phần này, Director sẽ xây dựng nên Product.
* ConcreteBuilder: cài đặt cụ thể cho các phương thức tạo ra các thành phần của Product. Thay đổi ConcreteBuilder khác cho ra Product khác.
* Director: Client gọi Director để tạo ra Product từ các thành phần do Builder cung cấp. Director được dùng để quyết định số lượng và thứ tự các bước xây dựng Product, nó gọi các Builder khi cần các thành phần để hình thành nên Product.

// (1) Builder

interface QueryBuilder { QueryBuilder setFrom(String from);

QueryBuilder setWhere(String where); Query getQuery();

}

// (2) ConcreteBuilder

class SQLQueryBuilder implements QueryBuilder { private Query query = new SQLQuery();

@Override public QueryBuilder setFrom(String from) { query.add(from);

return this;

}

@Override public QueryBuilder setWhere(String where) { query.add(where);

return this;

}

@Override public Query getQuery() { return query;

}

}

// (3) Product interface Query {

void add(String s); void execute();

}

// (4) ConcreteProduct

class SQLQuery implements Query { StringBuilder query = new StringBuilder(); @Override public void add(String part) {

query.append(" ").append(part);

}

@Override public void execute() {

System.out.printf("Execute \"%s\"%n", query.toString().trim());

}

}

// (5) Director

class QueryBuildDirector {

public Query build(QueryBuilder builder, String from, String where) { return builder.setFrom(from).setWhere(where).getQuery();

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Builder Pattern ---"); QueryBuildDirector director = new QueryBuildDirector(); QueryBuilder builder = new SQLQueryBuilder();

Query query = director.build(builder, "FROM Student", "WHERE code=1234"); query.execute();

}

}

Director quyết định cách dùng các thành phần xây dựng nên đối tượng Product, trong lúc loại ConcreteBuilder được lựa chọn mới thực sự tạo ra các thành phần này. Bạn có thể tạo thêm nhiều loại ConcreteBuilder khác, ví dụ NoSQLQueryBuilder.

1. Liên quan
   * Abstract Factory: Builder tập trung vào các bước xây dựng đối tượng phức tạp, trong khi Abstract Factory tập trung vào việc tạo một họ các đối tượng chỉ trong một bước, giữ vai trò trung tâm khi khởi tạo đối tượng. Director có thể dùng Abstract Factory để tạo các đối tượng Builder.
   * Template Method: Builder thường được cài đặt bằng cách dùng Template Method.
   * Composite: Builder thường được dùng để xây dựng các đối tượng Composite.
2. Java API

Như một áp dụng của mẫu thiết kế Builder, đoạn code sau dùng SAXParser (Director) của JAXP để phân tích tập tin XML với lớp xử lý MySAXHandler do ta viết (ConcreteBuilder) dẫn xuất từ org.xml.sax.helpers.DefaultHandler (Builder).

SAXParser parser = factory.newSAXParser(); // Director

MySAXHandler handler = new MySAXHandler(); // ConcreteBuilder parser.parse("books.xml", handler); // thiết lập Builder cho Director và xử lý ArrayList<Book> books = handler.getBooks(); // lấy Product được tạo

Lớp java.lang.StringBuilder và lớp java.lang.StringBuffer cũng là các Builder, có phương thức tạo (append) trả về chính thể hiện của nó, giúp xây dựng đối tượng bằng cách khởi tạo từng phần.

1. Sử dụng Ta muốn:
   * Quá trình xây dựng nên đối tượng độc lập với các thành phần tạo nên đối tượng.
   * Dễ dàng thêm các cài đặt mới, tức các Builder mới.
   * Kiểm soát linh hoạt hơn quá trình xây dựng đối tượng: vấn đề nhiều constructor và thứ tự tạo thành các phần của đối tượng.
   * Giải quyết vấn đề constructor có quá nhiều tham số.
2. Bài tập

Thông tin đăng ký của một cá nhân có phần bắt buộc (name) và phần tùy chọn (age, phone, address). Phần tùy chọn có thể được bổ sung sau. Để tránh viết nhiều constructor với số tham số tăng dần (telescoping constructors) và có thể xây dựng đối tượng từng phần, áp dụng mẫu thiết kế Builder để thực hiện yêu cầu trên.

+ Person(PersonBuilder)

+ toString(): String

1. name: String
2. age: int
3. phone: String
4. address: String

Person

+ PersonBuilder(String, String)

+ age(int): PersonBuilder

+ phone(String): PersonBuilder

+ address(String): PersonBuilder

+ build(): Person

* name: String
* age: int
* phone: String
* address: String

PersonBuilder

## Factory Method
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Mẫu thiết kế Factory Method định nghĩa một giao diện trừu tượng dùng tạo một đối tượng, nhưng nó ủy nhiệm cho lớp dẫn xuất từ nó quyết định đối tượng thuộc lớp cụ thể nào sẽ được tạo. Do đặc điểm này, Factory Method còn gọi là Virtual Constructor.

Đối tượng tạo Creator, là một đối tượng trừu tượng *chứa phương thức (factory method) dùng tạo ra* một đối tượng trừu tượng khác, gọi là AbstractProduct. AbstractProduct có nhiều kiểu dẫn xuất khác nhau (ConcreteProduct). Vì Creator không biết kiểu ConcreteProduct cụ thể nào được tạo ra nên nó trì hoãn nhiệm vụ tạo đối tượng cho lớp con của nó thực hiện.

Trì hoãn tạo đối tượng có ý nghĩa, vì khi dùng toán tử new để tạo đối tượng, bạn phải *xác định ngay kiểu của đối tượng* được tạo. Khi dùng mẫu thiết kế Factory Method, bạn tạo đối tượng nhưng ủy nhiệm cho lớp khác quyết định kiểu của đối tượng đó. Trong OOP, thừa kế và viết lại phương thức là để thay đổi hành vi của lớp. Với mẫu thiết kế Factory Method, hành vi được thay đổi là tạo đối tượng, thừa kế Creator và viết lại phương thức factory để thay đổi cách tạo đối tượng.

1. Cài đặt
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+ *factoryMethod(): AbstractProduct*

+ operation()

«abstract» Creator

ConcreteProduct

+ action()

ConcreteCreator

+ factoryMethod(): AbstractProduct

«interface»

AbstractProduct

+ *action()*

* Creator: lớp trừu tượng chứa phương thức trừu tượng factoryMethod() dùng tạo ra AbstractProduct. Phương thức này cũng có thể được tham số hóa để tạo ra nhiều kiểu AbstractProduct hoặc cài đặt sẵn để tạo ra đối tượng trừu tượng mặc định.

Creator cũng có thể chứa phương thức operation() có sử dụng AbstractProduct được tạo ra.

* ConcreteCreator: lớp con của Creator, cài đặt cụ thể phương thức factoryMethod() để sinh ra loại ConcreteProduct được chọn.
* AbstractProduct: giao diện của đối tượng được tạo ra từ phương thức factoryMethod(), có nhiều kiểu dẫn xuất.
* ConcreteProduct: cài đặt giao diện AbstractProduct, là đối tượng cụ thể được tạo ra từ phương thức factoryMethod() của ConcreteCreator.

abstract class Creator {

public abstract SortAlgorithm createAlgorithms(int type);

public void sortArray(int type, Comparable... array) { createAlgorithms(type).sort(array);

}

}

// (2) ConcreteCreator

class SortAlgorithmCreator extends Creator { public static final int INSERTION\_SORT = 0; public static final int SELECTION\_SORT = 1;

@Override public SortAlgorithm createAlgorithms(int type) { switch (type) {

case INSERTION\_SORT: return new InsertionSort(); case SELECTION\_SORT: return new SelectionSort(); default: return null;

}

}

}

// (3) AbstractProduct

interface SortAlgorithm<T extends Comparable<? super T>> { void sort(T... array);

}

// (4) ConcreteProduct

class InsertionSort<T extends Comparable<? super T>> implements SortAlgorithm<T> { @Override public void sort(Comparable... array) {

Comparable temp; int i, j;

for (i = 1; i < array.length; i++) { temp = array[i];

for (j = i; j > 0 && temp.compareTo(array[j - 1]) < 0; j--) array[j] = array[j - 1]; array[j] = temp;

}

}

}

class SelectionSort<T extends Comparable<? super T>> implements SortAlgorithm<T> { @Override public void sort(Comparable... array) {

int i, j, least;

for (i = 0; i < array.length - 1; ++i) {

for (j = i + 1, least = i; j < array.length; ++j)

if (array[j].compareTo(array[least]) < 0) least = j; if (least != i) {

Comparable temp = array[least]; array[least] = array[i]; array[i] = temp;

}

}

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Factory Method ---");

int[] a = { 1, 8, 3, 6, 5, 4, 7, 2, 9 };

Integer[] o = new Integer[a.length];

for (int i = 0; i < o.length; i++) o[i] = a[i]; Creator creator = new SortAlgorithmCreator();

creator.sortArray(SortAlgorithmCreator.SELECTION\_SORT, o); for (Integer i : o) System.out.println(i);

}

}

Client gọi phương thức sortArray() được tham số hóa để chỉ định thuật toán sắp xếp. Phương thức này gọi phương thức factory đa hình createAlgorithm() của Creator để tạo đối tượng SortAlgorithm yêu cầu. Lớp con của Creator, SortAlgorithmCreator, mới là lớp thật sự tạo ra đối tượng SortAlgorithm cụ thể: InsertionSort hoặc SelectionSort.

1. Liên quan
   * Template Method: Factory Method đôi khi được gọi bởi Template Method.
   * Prototype: các Prototype không cần dẫn xuất Creator, chúng cần một tác vụ khởi tạo trong lớp Product, Creator dùng tác vụ khởi tạo này để khởi tạo đối tượng.
   * Abstract Factory: thường dễ nhầm lẫn giữa Abstract Factory và Factory Method. Khác biệt chủ yếu giữa chúng:

+ Factory Method: quan tâm đến *phương thức factory*, tức phương thức sinh đối tượng. Ý tưởng chính là khai báo phương thức factory ở giao diện trừu tượng và cài đặt nó ở lớp dẫn xuất; để lớp dẫn xuất quyết định lớp đối tượng cụ thể được tạo từ phương thức factory.

+ Abstract Factory: quan tâm đến *đối tượng factory*. Ý tưởng chính là tạo một lớp Factory đóng gói nhiều phương thức tạo (creational method, phân biệt với phương thức factory); Client ủy nhiệm cho phương thức tạo cụ thể tạo đối tượng. Các phương thức tạo trong Abstract Factory thường được cài đặt với Factory Method.

* + Iterator: thường được tạo từ một Factory Method.

1. Java API

Giao diện Collection của Java có khai báo một phương thức tạo ra một Iterator, dùng để duyệt các phần tử của nó: Iterator iterator();

Mỗi lớp dẫn xuất từ Collection cài đặt phương thức iterator() theo cách khác nhau, do đối tượng Iterator của chúng có cơ chế hoạt động hoàn toàn khác nhau. Khả năng đa hình cho phép lời gọi: Iterator iterator = collection.iterator(); gọi phương thức iterator() của lớp dẫn xuất cụ thể để tạo ra Iterator cụ thể phù hợp với loại collection dẫn xuất đó. Điều này linh động hơn việc tạo Iterator từ constructor.

Trong trường hợp này: Creator là Collection, ConcreteCreator là các lớp dẫn xuất của Collection (LinkedList, ArrayList, Queue), AbstractProduct là Iterator, ConcreteProduct là lớp dẫn xuất từ Iterator (thường vô danh), phương thức tạo factoryMethod() là phương thức iterator().

Lớp java.util.Calendar cũng là một Creator, phương thức tạo của nó là getInstance().

1. Sử dụng Ta có:
   * Biết rõ khi nào đối tượng được tạo nhưng chưa biết rõ thông tin về đối tượng được tạo. Ví dụ kiểu đối tượng được tạo phụ thuộc vào tham số được nhập vào.
   * Việc tạo đối tượng trở nên phức tạp. Ví dụ việc khởi tạo đối tượng phụ thuộc vào nhiều đối tượng khác, phải xây dựng thêm các đối tượng liên quan.

Ta muốn:

* + Linh hoạt trong việc tạo đối tượng. Hệ thống các lớp được tạo có thể thay đổi tự động. Xem xét sử dụng:
  + Abstract Factory, Prototype, hoặc Builder. Chúng phức tạp hơn, nhưng linh hoạt hơn.
  + Prototype, lưu tập các đối tượng được nhân bản từ Abstract Factory.

1. Bài tập
2. Chương trình vẽ dùng lớp Creator để sinh và quản lý các hình vẽ (Shape). Có hai loại hình vẽ: Rectangle (với thông tin là chiều dài w và chiều rộng h) và Circle (với thông tin là bán kính r). Chúng dùng phương thức draw() để vẽ.

Phương thức create() của lớp Creator nhận chuỗi chứa thông tin hình vẽ, có định dạng:

#rectan w, h. Ví dụ #rectan 8, 5 #circle r. Ví dụ #circle 3.7

Với thông tin này, nó tạo và lưu trữ loại Shape tương ứng.

Lớp Creator cũng có phương thức drawAll() dùng vẽ tất cả hình nó lưu trữ.
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+ create(String): Shape

ShapeCreator

+ draw(): String

– r: double

Circle

+ draw(): String

– w, h: int

Rectangle

+ *create(String): Shape*

+ addShape(Shape)

+ drawAll()

– shapes: List<Shape>

«abstract» Creator

«interface»

Shape

+ *draw(): String*

1. Cho lớp PaymentService, constructor của nó tạo một thể hiện của lớp FinancialTrustCCP, là một dịch vụ xử lý thẻ (Credit Card Processing) do bên thứ ba cung cấp.

public class PaymentService {

private final static String recipientID = "123-456-789";

private FinancialTrustCCP ccp; // dịch vụ xử lý thẻ của bên thứ ba

public PaymentService() {

ccp = new FinancialTrustCCP();

}

public void pay(String senderID, String amount) { // chuyển tiền từ sender đến recipient boolean approved = ccp.post(senderID, recipientID, amount);

if (approved) // ... else // ...

}

}

Đối tượng được tạo FinancialTrustCCP liên kết quá chặt với đối tượng dùng nó là PaymentService nên vi phạm nguyên tắc OCP. Không thể nào mở rộng giải pháp hiện tại, ví dụ làm việc với một dịch vụ xử lý thẻ khác, hoặc kiểm thử với mock object, mà không phải thay đổi code.

Bạn hãy giải quyết vấn đề này bằng cách áp dụng mẫu thiết kế Factory Method. Ý tưởng là thay thế việc tạo trực tiếp đối tượng FinancialTrustCCP bằng một Factory Method như sau: CCPService createCCPService();

CCPService do phương thức trả về là interface mà FinancialTrustCCP, các dịch vụ xử lý thẻ khác hoặc mock object, phải cài đặt.

## Prototype
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Mẫu thiết kế Prototype dùng một thể hiện nguyên mẫu (prototypical instance) để chỉ định loại đối tượng sẽ được tạo. Nói cách khác, mẫu thiết kế Prototype tạo các đối tượng mới bằng cách *nhân bản một thể hiện nguyên mẫu là chính nó*.

Ta không tạo ra các đối tượng trực tiếp từ lớp mà sao chép chúng từ đối tượng nguyên mẫu đang tồn tại và thay đổi thuộc tính của chúng nếu cần. Mục đích là thu giảm chi phí khi khởi tạo (ví dụ truy xuất cơ sở dữ liệu) cho các đối tượng có cùng kiểu.

1. Cài đặt
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+ clone(): Prototype

ConcretePrototype2

+ clone(): Prototype

ConcretePrototype1

+ *clone(): Prototype*

«interface» Prototype

Context

* Prototype: khai báo giao diện để nhân bản chính nó. Mỗi Prototype là một đối tượng factory, có thể tạo đối tượng giống chính nó, code dùng tạo đối tượng đặt trong phương thức clone() của nó.
* ConcretePrototype: cài đặt cụ thể tác vụ clone() để nhân bản với dữ liệu lựa chọn.

Đối tượng nhân bản (cloned object) là một đối tượng mới, được tạo ra bằng cách sao chép sâu (deep copy) nên nó tách rời khỏi đối tượng gốc ban đầu. Sau đó, tùy biến đối tượng được nhân bản.

import java.util.\*;

// (1) Prototype

abstract class ColorPrototype implements Cloneable { protected List<Integer> list = new ArrayList<>(); protected ColorPrototype(Integer... colors) {

list.addAll(Arrays.asList(colors));

}

@Override public String toString() { return list.toString();

}

}

// (2) ConcretePrototype

class Color extends ColorPrototype { public Color(Integer... colors) {

super(colors);

}

public Color setColor(Integer... colors) { for (int i = 0; i < colors.length; i++)

list.set(i, colors[i]); return this;

}

@Override public Color clone() throws CloneNotSupportedException { System.out.println("[LOG]: Clonning");

Color clone = (Color) (ColorPrototype) super.clone();

// deep copy

clone.list = new ArrayList<>(list); return clone;

}

}

// (3) Context

class ColorPalette {

private HashMap<String, ColorPrototype> palette = new HashMap<>(); public HashMap<String, ColorPrototype> getPalette() {

return palette;

}

public ColorPalette addColor(String name, ColorPrototype color) { palette.put(name, color);

return this;

}

public void showPalette() {

for (String key : palette.keySet()) { System.out.printf("%s: %s%n", palette.get(key), key);

}

}

}

public class Client {

public static void main(String[] args) throws CloneNotSupportedException { System.out.println("--- Prototype Pattern ---");

Color base = new Color(0, 0, 0);

Color red = base.clone().setColor(255, 0, 0);

Color green = base.clone().setColor(0, 255, 0);

Color blue = base.clone().setColor(0, 0, 255); new ColorPalette()

.addColor("red", red)

.addColor("green", green)

.addColor("blue", blue)

.showPalette();

}

}

ColorPalette lưu trữ ba đối tượng Color: "red", "green" và "blue"; chúng được "nhân bản" từ Color gốc (base) rồi thiết đặt lại. Chỉ có thực thể gốc "base" này được tạo từ constructor, dùng toán tử new.

1. Liên quan
   * Abstract Factory: Prototype chính là một đối tượng factory. Vì vậy có thể lưu một họ Prototype để nhân bản và trả về đối tượng được tạo.
   * Composite và Decorator: tạo Prototype rồi "phức hợp" thêm bằng Composite hoặc "trang trí" thêm bằng Decorator.
2. Java API

Phương thức clone() của java.lang.Object là phương thức tạo, trả về một thể hiện khác của chính đối tượng, có cùng thuộc tính của đối tượng gọi. Lưu ý phương thức clone() chỉ sao chép bề mặt (shallow copy).

1. Sử dụng Ta muốn:
   * Che giấu quá trình tạo các lớp cụ thể với Client.
   * Dùng Prototype để thêm và loại các lớp mới trong thời gian chạy.
   * Giữ số lượng các lớp trong hệ thống ở mức tối thiểu.
   * Thích ứng với thay đổi cấu trúc dữ liệu trong thời gian chạy.
2. Bài tập

Trong một trò chơi, mẫu (prototype) của các nhân vật (Character) sẽ xuất hiện trong trò chơi được lưu trong tập tin, CharacterLoader sẽ đọc chúng (bằng ObjectStream) và lưu vào danh sách characters của CharacterManager bằng phương thức addCharacter() của lớp này. Khi muốn tạo thêm nhân vật, thay vì phải đọc tập tin, CharacterManager gọi phương thức getRandomCharacter(), phương thức này lấy một prototype ngẫu nhiên trong danh sách characters để nhân bản (clone) ra nhân vật mong muốn.

![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)

– attack: int

Dragon

– bravery: int

Hero

* name: String
* strength: int

«abstract» Character

«interface» Serializable

«interface» Cloneable

+ *getName(): String*

+ *setName(String)*

+ *getStrength(): int*

+ *setStrength(int)*

|  |  |
| --- | --- |
| CharacterManager | |
| – characters: List<Character> | |
| + getRandomCharacter(): Character  + addCharacter(Character) | |
|  |  |
| CharacterLoader | |
| – manager: CharacterManager | |
| + loadCharacters(String)  + saveCharacters(String) | |

|  |
| --- |
| «interface» ICharacter |
|  |
| + *getName(): String* |
| + *setName(String)* |
| + *getStrength(): int* |
| + *setStrength(int)* |

## Singleton
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Mẫu thiết kế Singleton đảm bảo rằng một lớp chỉ có *một thể hiện* (instance) duy nhất. Do thể hiện này có tiềm năng sử dụng trong suốt chương trình, nên mẫu thiết kế Singleton cũng cung cấp *một điểm truy cập toàn cục* đến nó.

Hộp thoại Find là một ví dụ điển hình cho mẫu thiết kế Singleton. Dù bạn chọn menu hoặc nhấn Ctrl+F nhiều lần, tại bất kỳ nơi nào trong ứng dụng, chỉ một hộp thoại duy nhất xuất hiện.

1. Cài đặt

– Singleton()

+ getInstance(): Singleton

+ singletonOperation()

* instance: Singleton
* singletonAttribute

Singleton

Mẫu thiết kế Singleton đơn giản và dễ áp dụng, chỉ cần bổ sung vài dòng lệnh trong lớp muốn chuyển thành Singleton.

* + Dữ liệu thành viên instance (private và static) là đối tượng duy nhất của lớp Singleton.
  + Constructor của lớp Singleton được định nghĩa thành protected hoặc private để ngăn người dùng tạo thực thể trực tiếp từ bên ngoài lớp.
  + Phương thức getInstance() dùng khởi tạo đối tượng duy nhất, định nghĩa thành public và static. Client chỉ dùng getInstance() để tạo đối tượng cho lớp Singleton.
  + Thực hiện khởi tạo chậm (lazy initialization) trong getInstance(): chỉ khi gọi phương thức getInstance() mới khởi tạo đối tượng. Phương thức này trả về một thể hiện mới hay một null tùy thuộc vào một biến boolean dùng như cờ hiệu báo xem lớp Singleton đã tạo thể hiện hay chưa.

Trong chế độ đa luồng (multithreading), mẫu thiết kế Singleton có thể làm việc không tốt: do getInstance() không an toàn thread, hai thread có thể gọi phương thức sinh đối tượng cùng một thời điểm và hơn một thể hiện sẽ được tạo ra. Giải quyết bằng đồng bộ (synchronized) phương thức getInstance() để an toàn thread sẽ dẫn đến giảm hiệu suất chương trình.

Có nhiều giải pháp cho vấn đề này:

* + double-checked locking

Kiểm tra sự tồn tại thể hiện của lớp, với sự hỗ trợ của đồng bộ hóa, hai lần trước khi khởi tạo. Phải khai báo volatile cho instance để tránh lớp làm việc không chính xác do quá trình tối ưu hóa của trình biên dịch.

// (1) Singleton

class Singleton {

private static Singleton instance; private Singleton() { }

private synchronized static void createInstance() { if (instance == null) instance = new Singleton();

}

public static Singleton getInstance() { if (instance == null) createInstance(); return instance;

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Singleton Pattern ---"); Singleton single1 = Singleton.getInstance(); Singleton single2 = Singleton.getInstance();

if (single1.equals(single2)) { System.out.println("Unique Instance");

}

}

}

Một cách cài đặt khác:

class Singleton {

private static volatile Singleton instance; private Singleton() { }

public static Singleton getInstance() { if (instance == null) {

synchronized (Singleton.class) {

if (instance == null) instance = new Singleton();

}

}

return instance;

}

}

* + eager initialization

Thực thể Singleton là biến static và final, được khởi tạo sớm khi lớp lần đầu được nạp vào JVM.

// (1) Singleton class Singleton {

// eager initialization

private static final Singleton instance = new Singleton(); private Singleton() { }

public static Singleton getInstance() { return instance;

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Singleton Pattern ---"); Singleton single1 = Singleton.getInstance(); Singleton single2 = Singleton.getInstance();

if (single1.equals(single2)) { System.out.println("Unique Instance");

}

}

}

* + class loader (static block initialization)

// (1) Singleton class Singleton {

private static class SingletonHelper {

static final Singleton instance = new Singleton();

}

private Singleton() { }

public static Singleton getInstance() { return SingletonHelper.instance;

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Singleton Pattern ---"); Singleton single1 = Singleton.getInstance(); Singleton single2 = Singleton.getInstance();

if (single1.equals(single2)) { System.out.println("Unique Instance");

}

}

}

* + enum singleton

// (1) Singleton enum Singleton{

SINGLETON;

}

public class Client {

public static void main(String[] args) { System.out.println("--- Singleton Pattern ---"); Singleton single1 = Singleton.SINGLETON; Singleton single2 = Singleton.SINGLETON;

if (single1.equals(single2)) { System.out.println("Unique Instance");

}

}

}

1. Liên quan
   * Abstract Factory: thường là Singleton để trả về các đối tượng factory duy nhất.
   * Builder: dùng xây dựng một đối tượng phức tạp, trong đó Singleton được dùng để tạo một đối tượng truy cập tổng quát (Director).
   * Prototype: dùng để sao chép một đối tượng, hoặc tạo ra một đối tượng khác từ Prototype của nó, trong đó Singleton được dùng để chắc chắn chỉ có một Prototype.
2. Java API
   * Lớp java.lang.Runtime là lớp Singleton, để lấy được đối tượng duy nhất của nó, ta gọi phương thức getRuntime().
   * Lớp java.awt.Desktop cũng là lớp Singleton, tạo đối tượng duy nhất bằng phương thức getDesktop().
   * Lớp java.util.logging.Logger, với phương thức getLogger().

Tuy nhiên, lớp Singleton không phổ biến như ta nghĩ, không nên lạm dụng nó mà chỉ áp dụng với lớp cần bảo đảm có duy nhất một thể hiện. Lớp java.lang.Math và lớp java.util.Calendar chẳng hạn, không phải là lớp Singleton.

1. Sử dụng Ta muốn:
   * Đảm bảo rằng chỉ có một thể hiện của lớp.
   * Quản lý việc truy cập tốt hơn vì chỉ có một thể hiện duy nhất.
   * Quản lý số lượng thể hiện của một lớp. Trường hợp này không nhất thiết chỉ có một thể hiện, bạn cần kiểm soát số lượng thể hiện trong giới hạn chỉ định.
2. Bài tập

Để xây dựng hệ thống ghi nhận thông tin, người ta dùng giao diện Logger với phương thức log(). Có hai loại Logger: ConsoleLogger xuất thông tin ghi nhận ra màn hình, FileLogger lưu thông thông tin ghi nhận vào tập tin log.txt, chèn dòng thông tin mới vào phía đầu tập tin.

LoggerFactory chịu trách nhiệm quyết định loại Logger sẽ sử dụng. Nó xem xét mục FileLogging trong tập tin logger.properties, nếu mục này là ON, FileLogger sẽ được tạo và sử dụng; ngược lại, ConsoleLogger sẽ được sử dụng.

Vì chỉ có một tập tin nhật ký vật lý được tham chiếu bởi FileLogger nên FileLogger phải là một Singleton. Viết các lớp cần thiết và áp dụng mẫu thiết kế Singleton để chuyển FileLogger thành một Singleton.
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– FileLogger()

+ getFileLogger(): FileLogger

+ «synchronized»log(String)

– logger: FileLogger

FileLogger

+ *log(String)*

+ isLogFileAvaiable(): boolean

+ getLogger(): Logger

«interface» Logger

LoggerFactory

|  |
| --- |
| ConsoleLogger |
|  |
| + «synchronized»log(String) |

# Structural

## Adapter
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Mẫu thiết kế Adapter giữ vai trò trung gian giữa hai lớp, *chuyển đổi giao diện* của một hay nhiều lớp có sẵn thành một giao diện khác, tương thích với lớp đang viết. Adapter giải quyết vấn đề không tương thích của hai giao diện, điều này cho phép các lớp có các giao diện khác nhau có thể dễ dàng giao tiếp tốt với nhau thông qua *giao diện chuyển tiếp trung gian*, không cần thay đổi code của lớp có sẵn cũng như lớp đang viết.

Mẫu thiết kế Adapter còn gọi là Wrapper do cung cấp một giao diện "bọc ngoài" tương thích cho một hệ thống có sẵn, hệ thống có sẵn này có dữ liệu và hành vi phù hợp nhưng có giao diện không tương thích với lớp đang viết.

1. Cài đặt

Có hai cách để cài đặt mẫu thiết kế Adapter:

* + Tiếp hợp lớp (dùng thừa kế – inheritance): một lớp mới (Adapter) sẽ *kế thừa* lớp có sẵn với giao diện không tương thích (Adaptee), đồng thời *cài đặt giao diện* mà người dùng mong muốn (Target). Trong lớp mới, khi cài đặt các phương thức của giao diện người dùng mong muốn, phương thức này sẽ gọi các phương thức cần thiết mà nó thừa kế được từ lớp có giao diện không tương thích. Tiếp hợp lớp đơn giản nhưng dễ gặp trường hợp đụng độ tên phương thức.
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+ request()

Adapter

+ adaptedOperation()

Adaptee

+ *request()*

Client

«interface» Target

* Tiếp hợp đối tượng (dùng tích hợp – composition): một lớp mới (Adapter) sẽ *tham chiếu* đến một (hoặc nhiều) đối tượng của lớp có sẵn với giao diện không tương thích (Adaptee), đồng thời *cài đặt giao diện* mà người dùng mong muốn (Target). Trong lớp mới này, khi cài đặt các phương thức của giao diện người dùng mong muốn, sẽ gọi phương thức cần thiết thông qua đối tượng1 thuộc lớp có giao diện không tương thích. Tiếp hợp đối tượng tránh được vấn đề đa thừa kế, không có trong các ngôn ngữ hiện đại (Java, C#).
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Client
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+ *request()*

Các thành phần tham gia:

* Target: định nghĩa giao diện Client đang làm việc (phương thức request()).
* Adaptee: có giao diện không tương thích (phương thức adaptedOperation()), cần được tiếp hợp để sử dụng được.
* Adapter: lớp tiếp hợp, giúp giao diện đang làm việc tiếp hợp được với giao diện không tương thích. Phương thức request() của nó ủy nhiệm việc thực hiện cho Adaptee bằng cách gọi adaptedOperation() của Adaptee. Adapter có thể chứa mã bổ sung để phù hợp với nhu cầu của Client. Có thể cung cấp nhiều Adapter.

// (1) Target

interface Target {

double getArea(Point topleft, Point rightbottom);

}

class Point { double x, y;

public Point (double x, double y) { this.x = x;

this.y = y;

}

}

// (2) Adaptee class Adaptee {

1 Nếu Adapter tham chiếu đến nhiều đối tượng Adaptee, có thể thực hiện được tính đa hình (polymorphism) trong Adapter.

public double getArea(double x1, double y1, double x2, double y2) { return Math.abs((x2 - x1) \* (y2 - y1));

}

}

// (3) Adapter

class Adapter extends Adaptee implements Target {

@Override public double getArea(Point topleft, Point rightbottom) { return getArea(topleft.x, topleft.y, rightbottom.x, rightbottom.y);

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Adapter Pattern ---"); Target target = new Adapter();

System.out.printf("Area = %.1f%n", target.getArea(new Point(1, 4), new Point(5, 1)));

}

}

Client định gọi phương thức getArea() của Adaptee để tính diện tích hình chữ nhật nhưng không thực hiện được do khác danh sách tham số. Adapter giải quyết vấn đề này: phương thức getArea() của Adapter có signature phù hợp với lời gọi của Client, và khi thực thi nó chuyển tiếp lời gọi đến phương thức getArea() của Adaptee. Adapter chỉ đóng vai trò chuyển đổi giao diện, nó ủy nhiệm cho Adaptee thực hiện lời gọi.

1. Liên quan
   * Bridge: có cấu trúc tương tự nhưng mục tiêu khác (tách một giao diện khỏi phần cài đặt).
   * Decorator: bổ sung thêm chức năng nhưng không làm thay đổi giao diện, trong mẫu thiết kế Decorator, một Adapter sẽ phối hợp hai đối tượng khác nhau.
   * Proxy: định nghĩa một giao diện đại diện cho các đối tượng khác mà không làm thay đổi giao diện của các đối tượng được đại diện, điều này thực hiện được nhờ các Adapter.
2. Java API

Mẫu thiết kế Adapter dùng phổ biến trong Java AWT (WindowAdapter, ComponentAdapter, ContainerAdapter, FocusAdapter, KeyAdapter, MouseAdapter và MouseMotionAdapter), …

Ví dụ: giao diện WindowListener có 7 phương thức. Khi lớp lắng nghe sự kiện (listener) của ta cài đặt giao diện này, cần phải cài đặt *tất cả* 7 phương thức xử lý sự kiện, dù một số phương thức chỉ cài đặt rỗng do không dùng đến loại sự kiện đó. Lớp WindowAdapter cài đặt giao diện WindowListener, cài đặt sẵn và rỗng cả 7 phương thức. Như vậy nếu lớp lắng nghe sự kiện của ta thừa kế lớp WindowAdapter, chỉ viết lại (override) chỉ những phương thức ta muốn thay đổi.

1. Sử dụng Ta muốn:
   * Sử dụng một lớp đã tồn tại trước đó nhưng giao diện sử dụng không phù hợp như mong muốn, ta lại không có mã nguồn để sửa đổi giao diện đó.
   * Sử dụng một lớp, nhưng lớp này được tạo ra với mục đích chung, nên không thích hợp cho việc tạo một giao diện đặc thù.
   * Có sự chuyển đổi giao diện từ nhiều nguồn khác nhau.
   * Tiếp hợp nhiều đối tượng cùng một lúc, nhưng giao diện mong muốn không phải là interface mà là một lớp trừu tượng.
2. Bài tập
3. Lớp VectorDraw của khách hàng đã sử dụng lớp Shape. Áp dụng mẫu thiết kế Adapter để cho lớp VectorDraw sử dụng được thêm lớp RasterBox (và lớp Point mà RasterBox sử dụng).

– Shape

VectorDraw

Shape

* x: int
* y: int
* height: int
* width: int

+ getX(): int

+ getY(): int

+ getHeight(): int

+ getWidth(): int

Point

+ x: int

+ y: int

RasterBox

1. topLeft: Point
2. bottomRight: Point

+ getTopLeft(): Point

+ getBottomRight(): Point

1. Duyệt hệ thống tập tin và hiển thị lên JTree theo sơ đồ sau:

JTree (View)  TreeModel (Model)  **FileAdapter**  File Bạn hãy sử dụng mẫu thiết kế Adapter, chuyển đổi giao diện File thành giao diện TreeModel.
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Mẫu thiết kế Bridge dùng tách một đối tượng phức tạp thành hai thành phần: phần trừu tượng (Abstraction) và phần cài đặt (Implementor) thường nặng tính kỹ thuật, giúp bạn có thể thay đổi hai thành phần này, gọi là "hai phía của cầu", một cách độc lập. Mẫu thiết kế Bridge *cung cấp một cầu nối (bridge) giữa phần trừu tượng và phần cài đặt*. Do đặc điểm này, Bridge còn gọi là Handle/Body.

Mẫu thiết kế Bridge cần khi một phiên bản mới của ứng dụng được dùng để thay thế phiên bản cũ, nhưng phiên bản cũ vẫn còn chạy trên cơ sở Client cũ. Code của Client sẽ không thay đổi do tương thích với trừu tượng cũ.

1. Cài đặt
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*abstraction*

*implementor*

+ operationImpl()

ConcreteImplementorB

+ operationImpl()

ConcreteImplementorA

+ *operationImpl()*

«interface» Bridge

+ operation()

– implementor: Bridge

RefinedAbstractionB

+ operation()

– implementor: Bridge

RefinedAbstractionA

+ *operation()*

«interface» Abstraction

* Abstraction: giao diện trừu tượng mà Client nhìn thấy.
* RefinedAbstraction: dẫn xuất của Abstraction để cải tiến phần trừu tượng (không có nghĩa Concrete Abstraction).
* Bridge: còn gọi là Implementor, giao diện cầu nối giữa phần trừu tượng và phần cài đặt.
* ConcreteImplementor: cài đặt cụ thể cho phần trừu tượng Abstraction, đã được Bridge tách ra để tùy biến riêng. Chú ý giao diện của nó không nhất thiết phải giống với Abstraction, Bridge sẽ giải quyết sự khác biệt này.

// (1) Abstraction

abstract class Shape { protected Drawing implementor; abstract public void draw();

protected Shape(Drawing dp) { this.implementor = dp;

}

}

// (2) RefinedAbstraction

class Rectangle extends Shape { private double x1, y1, x2, y2;

public Rectangle(Drawing dp, double x1, double y1, double x2, double y2) { super(dp);

this.x1 = x1; this.x2 = x2; this.y1 = y1; this.y2 = y2;

}

@Override public void draw() { implementor.drawLine(x1, y1, x2, y1); implementor.drawLine(x2, y1, x2, y2); implementor.drawLine(x2, y2, x1, y2); implementor.drawLine(x1, y2, x1, y1);

}

}

class Circle extends Shape {

private double x, y, r;

public Circle(Drawing dp, double x, double y, double r) { super(dp);

this.x = x; this.y = y; this.r = r;

}

@Override public void draw() { implementor.drawCircle(x, y, r);

}

}

// (3) Bridge

abstract class Drawing {

abstract public void drawLine(double x1, double y1, double x2, double y2); abstract public void drawCircle(double x, double y, double r);

}

// (4) ConcreteImplementor

class V1Drawing extends Drawing {

@Override public void drawLine(double x1, double y1, double x2, double y2) { System.out.printf("(%.1f, %.1f)-----(%.1f, %.1f)%n", x1, y1, x2, y2);

}

@Override public void drawCircle(double x, double y, double r) { System.out.printf("(%.1f, %.1f)----[%.1f]--->)%n", x, y, r);

}

}

class V2Drawing extends Drawing {

@Override public void drawLine(double x1, double y1, double x2, double y2) { System.out.printf("(%.1f, %.1f).....(%.1f, %.1f)%n", x1, y1, x2, y2);

}

@Override public void drawCircle(double x, double y, double r) { System.out.printf("(<---[%.1f]----(%.1f, %.1f)%n", r, x, y);

}

}

public class Client {

public static void main(String argv[]) { System.out.println("--- Bridge Pattern ---"); Drawing dp1 = new V1Drawing();

Drawing dp2 = new V2Drawing();

Shape[] shapes = { new Rectangle(dp1, 1, 1, 2, 2), new Circle(dp1, 2, 2, 3),

new Rectangle(dp2, 1, 1, 2, 2), new Circle(dp2, 2, 2, 3) }; for (Shape shape : shapes) shape.draw();

}

}

Client chỉ làm việc với phần trừu tượng, trong lúc cài đặt cụ thể của phần trừu tượng được thay đổi, phát triển độc lập. Bridge giữ vai trò cầu nối giữa phần trừu tượng và phần cài đặt cụ thể.

1. Liên quan
   * Abstract Factory: Abstract Factory có thể tạo và cấu hình một Bridge cụ thể.
   * Adapter: Adapter được áp dụng nếu hệ thống đã thiết kế xong, giúp cho các lớp không liên quan làm việc được với nhau. Trái ngược với Adapter, Bridge được thiết kế ngay từ đầu, cho phép phần trừu tượng và phần hiện thực được tùy biến độc lập, để có thể mở rộng hệ thống sau khi thiết kế.
2. Java API

Java AWT 1.1.x dùng mẫu thiết kế Bridge để tách biệt các component trừu tượng với phần cài đặt phụ thuộc hệ nền của chúng. Ví dụ, java.awt.Button hoàn toàn bằng Java trong lúc sun.awt.windows.WButtonPeer được cài đặt bằng code Windows gốc (native).

1. Sử dụng Ta có:
   * Phần cài đặt có khả năng thay đổi nhiều phiên bản, trong lúc không muốn thay đổi code của Client làm việc với phần trừu tượng.

Ta muốn:

* + Che giấu hoàn toàn phần cài đặt với Client.
  + Tránh ràng buộc trực tiếp giữa phần trừu tượng và phần cài đặt.
  + Thay đổi phần cài đặt mà không cần biên dịch lại phần trừu tượng.
  + Kết hợp các phần khác nhau của một hệ thống trong thời gian chạy.

1. Bài tập
2. Bạn cần mở rộng khái niệm Queue bằng cách thêm một phân lớp FIFOQueue. Hãy dùng mẫu thiết kế Bridge để thực hiện yêu cầu này.
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FIFOQueue

VectorQueue

ArrayQueue

|  |
| --- |
| «interface» Queue |
|  |
| + *dequeue(): Object* |
| + *enqueue(Object)* |
| + *isEmpty(): boolean* |
| + *size(): int* |

1. Thực hiện các lớp được thiết kế theo mẫu thiết kế Bridge:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAABBCAYAAAAgwd/EAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD9klEQVRYhe2WzUsrVxiHfzNJmpJEMCiNGEtwoVaEEqUiiohFrbR+UC2oFzVRhCu6cOPSf6Hr0lWpH5C6UCwRkVAUN6IVCboQDS4k0ZKAacRONDGZebvQMzdXvZpJcu9qfnBgQs47D+9zznAOiAhKxujo6G8AaGJi4heltYomC4JgNJlM/wEgs9n8bywW0yup56EgKysrPwqCYAKASCRidrvdXUrqFXXW1tbmAUBsdHZ2uj+KxvPzcyvHcVIqTKPRJIPBoCXnGhcWFoaIiAOApqYmAIAoihqXy/UmpxolSeIqKyuPAJDRaKRAIEB6vZ4AkN1u9+ZU497e3jdMncPhICKi/v5+WefBwcHXOdM4OzvrZM8OhwMA4HQ6n/0/K43xePyzgoKCSwBUUlJCoigSEVEikaCioiICQBaLJZhIJLRZd7a2tvZDOBwuAIDh4WHw/H2JVqvF4OAgACAUClk8Hs93WXfW09OzjIe1OT4+ptQcHh7K69bX17eY1Qa5vLws0Ol0dwCorq6Onkt1dTUBIL1eH4tEIvkZa3S5XG8SiYQOeLcxHodtlHg8rl9cXOzPWGNtbe3fAEin01E4HH62s1AoRFqtlgBQfX39dkYaj46OKtl69Pb2Pgti6erqktfO5/OVKdY4Nzcne0v9pl5S+bguLY3JZFJjtVrPAVBhYSHd3d292FksFiOz2UwAyGaznYmiyKet0ePxtDEtU1NTL4JYJicnZZUbGxvfpg0bGhqaZ4X7+/tpwXZ3d2WY0+n8PS3Y9fV1nsFgiAKgqqoqkiQpLZgkSVRRUUG4PxkEQRCMj9/9ZIMsLS39dHNzY2ALz3Hci5uDheM4eaNEo1Hj8vJy76sbpLm5eRMA8TxPFxcXaXXF4vf7ieM4AkAtLS1/vajx7OzMxry3t7crArG0trYSAOI4TvL7/V9+UOP8/Pwwe37t2/pQWB0Rcanve0+jJElcWVmZDwDl5eVRNBrNqDNBEMhkMhEAKi8vP5EkiXuicXt7u54pHBsbywjEMjIyIn8GOzs7dU9g4+Pjv7IJW1tbWcE2NzdlWOo1HUSE29vbz/Pz8yMAqLS0VD76M40oimSz2QiPruk8ALjd7q6rq6t84P7cYkd/puF5Xj7/3rumExE6OjpWWdunp6dZdcXi8/meXNMRDAYtGo0mCYAaGxtzAmJpaGiQr+mhUOgLTXFx8dv19fXvAWBmZgY1NTVZKUxNMpnE6uoqiIi3Wq3/wG63e1m7H3PY7XYv9/Djk0Q7MDDwR7qTvV6v/eTk5CsA6O7u/tNgMNwqotErF8vUMT09/TMetAQCgRIltfTavTHXUWEqTIWpMBWmwlSYClNhKkyFfbL8DxTT862wGyknAAAAAElFTkSuQmCC)

*abstraction*

*implementor*

+ format(String, List): String

HtmlFormatter

+ format(String, List): String

PrintFormatter

«constructor»

+ getDetails(): List<Detail>

+ getHeader(): String

– movie: Movie

MoviePrinter

1. title: String
2. duration: String
3. kind: String
4. year: String

Movie

+ *getDetails(): List<Detail>*

+ *getHeader(): String*

+ print(Formatter): String

«abstract» Printer

«interface»

Formatter

+ *format(String, List<Detail>): String*

Detail

* label: String
* value: String

«constructor»

## Composite
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Mẫu thiết kế Composite cung cấp một giao diện chung để xử lý với một đối tượng đơn theo cách tương tự như xử lý với một đối tượng phức hợp. Hai loại đối tượng (Component) này được *tổ chức như một cấu trúc cây*:

* Đối tượng đơn (primitive object) xem như node lá (Leaf, hoặc terminal) của cây.
* Đối tượng phức hợp (Composite) xem như các node trong (non-terminal) của cây, có thể chứa các đối tượng đơn (node lá) hoặc các đối tượng phức hợp khác. Nói cách khác, đối tượng phức hợp chứa một nhóm các đối tượng Component.

Ngoài tác vụ xử lý chung, đối tượng phức hợp còn có các tác vụ điển hình để xử lý các đối tượng con của nó: thêm đối tượng (add), loại bỏ đối tượng (remove), lấy nhóm đối tượng con (getChild), hiển thị các đối tượng (print), tìm kiếm (find).

1. Cài đặt
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+ *operation()*

«interface» Component

|  |
| --- |
| Leaf |
|  |
| + operation(): String |

|  |
| --- |
| Composite |
| – children: List<Component> |
| + operation()  + add(Component)  + remove(Component)  + getChild(int): Component |

* Component: giao diện khai báo tác vụ xử lý chung cho Leaf và Composite, là hành vi đa hình.
* Leaf: đối tượng đơn, không chứa các đối tượng con khác, tương tự như node lá của cây. Vì thế nó chỉ chứa tác vụ xử lý chung, không chứa các tác vụ dùng truy cập đối tượng con.
* Composite: đối tượng phức hợp, tương tự node trong của cây, chứa danh sách các đối tượng con (node lá hoặc node phức hợp). Ngoài tác vụ xử lý chung, còn có các phương thức cho phép truy cập các đối tượng con.

import java.util.ArrayList;

import java.util.List;

// (1) Component interface Graphic {

void paint();

}

// (2) Composite

class Shape implements Graphic { List<Graphic> sides = new ArrayList<>(); public Shape addSide(Graphic side) {

sides.add(side); return this;

}

public void removeSide(Graphic side) { sides.remove(side);

}

public Graphic getSide(int i) { return sides.get(i);

}

@Override public void paint() {

for (Graphic side : sides) side.paint();

}

}

// (3) Leaf

class Line implements Graphic { private String name;

public Line(String name) { this.name = name;

}

@Override public void paint() { System.out.printf("Line [%s]%n", name);

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Composite Pattern ---"); Graphic shape = new Shape()

.addSide(new Line("left"))

.addSide(new Line("top"))

.addSide(new Line("right"))

.addSide(new Line("bottom")); shape.paint();

}

}

Một đối tượng đồ họa (Graphic) phức hợp (Shape) là tổ hợp các đối tượng đồ họa đơn (Line). Để xử lý chúng (paint) như nhau, đưa chúng vào một cấu trúc cây và áp dụng mẫu thiết kế Composite.

1. Liên quan
   * Chain of Responsibility: các liên kết đến lớp cha thường được dùng trong Chain of Responsibility.
   * Decorator: thường được sử dụng với Composite, lúc đó Component chỉ khai báo operation() trong giao diện, Decorator sẽ mở rộng giao diện bằng cách thêm các tác vụ truy cập đối tượng con (add, remove, getChild).
   * Flyweight: cho phép dùng chung các Component, nhưng không tham chiếu đến lớp cha.
   * Iterator: thường dùng để duyệt danh sách con trong đối tượng Composite.
   * Visitor: xác định các tác vụ và hành vi sẽ "viếng thăm" các lớp Leaf và Composite.
2. Java API

java.awt.Container là một Composite, phương thức add(Component) của nó cho phép thêm vào nó một Component hoặc một Container khác.

Framework jUnit áp dụng mẫu thiết kế Composite, với giao diện Test (Component), TestCase (Leaf) và TestSuite (Composite). Trong JavaEE, mẫu thiết kế Composite View (lớp Presentation) thường dùng cho các ứng dụng portal, được phát triển từ mẫu thiết kế Composite.

1. Sử dụng Ta có:
   * Một cấu trúc chứa các đối tượng đơn và đối tượng phức hợp. Ta muốn:
   * Client bỏ qua tất cả những khác biệt cơ bản giữa các đối tượng đơn và đối tượng phức hợp.
   * Đối xử thống nhất cả các đối tượng đơn lẫn đối tượng phức hợp. Xem xét sử dụng:
   * Decorator, cung cấp các tác vụ mở rộng như thêm đối tượng, loại bỏ đối tượng và tìm kiếm đối tượng.
   * Flyweight, để dùng chung trạng thái cho các Component.
   * Visitor, xác định các tác vụ được phân phối trên các lớp Leaf và Composite.
2. Bài tập
3. Developer và Manager đều là các Employee, nhưng Manager quản lý một danh sách (có thể rỗng) các Employee khác, bao gồm các Developer và các Manager khác dưới quyền. Với Developer, phương thức print() chỉ in ra thông tin cơ bản. Với Manager, ngoài thông tin cơ bản, phương thức print() còn in thông tin về các Employee do Manager quản lý. Áp dụng mẫu thiết kế Composite để thực hiện điều này.
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+ print()

+ add(Employee)

+ remove(Employee)

+ getChild(int): Employee

– list: List<Employee>

Manager

+ print()

Developer

+ getName(): String

+ getSalary(): double

+ *print()*

«interface» Employee

1. Một hệ thống quản lý danh mục đầu tư (Portfolio), bao gồm Stock (cổ phiếu) và Mutual Fund (quỹ đầu tư mở), một Mutual Fund là một danh sách các Stock. Ta muốn áp dụng một giao diện chung cho cả Stock và Mutual Fund để đơn giản hóa việc xử lý. Điều này cho phép thực hiện các hoạt động như tính toán giá trị thực sự của tài sản (fair market value), hoặc mua, bán các loại tài sản. Hãy áp dụng mẫu thiết kế Composite để làm giảm sự phức tạp của việc xây dựng các hoạt động này.

|  |
| --- |
| MutualFund |
| – name: String |
| + fairMarketValue(): double |

1. Cài đặt cho mẫu thiết kế Composite, mở rộng ví dụ minh họa.
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«interface» Asset

+ *fairMarketValue(): double*

«abstract»

CompositeAsset – list: List<Asset>

+ add(Asset)

+ fairMarketValue(): double

Porfolio

– name: String

+ fairMarketValue(): double

Investor

* name: String
* portfolio: Portfolio

+ calcNetworth(): double

Stock

1. name: String
2. price: double
3. quantity: int

+ fairMarketValue(): double
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+ paint()

+ move()

+ addSide(Graphic)

+ removeSide(Graphic)

+ getSide(int): Graphic

– sides: List<Graphic>

«abstract» Shape

+ paint()

+ move()

– name: String

Line

+ *paint()*

+ *move()*

«interface» Graphic

GroupShape

– shapes: List<Shape>

+ print()

+ move()

+ addGroup(Shape)

Triangle

+ Triangle(Line, Line, Line)

Rectangle

+ Rectangle(Line, Line, Line, Line)

## Decorator
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Mẫu thiết kế Decorator bổ sung thêm tác vụ cho một đối tượng, không theo chiến lược thừa kế để mở rộng thêm chức năng mà dùng phương pháp "bao bọc" đối tượng gốc lại để "trang trí" thêm chức năng. Điều này cho phép các chức năng bổ sung có thể được loại bỏ khi không cần, hoặc được thêm vào theo một thứ tự khác. Do đặc điểm này, Decorator còn gọi là Wrapper giống như mẫu thiết kế Adapter.

Ý tưởng là cho phép phát triển tiếp code, không cần thay đổi trên code gốc mà vẫn đáp ứng được yêu cầu thay đổi, đảm bảo nguyên tắc OCP.

1. Cài đặt
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+ Decorator(Component)

+ operation()

– component: Component

Decorator

+ operation()

ConcreteComponent

ConcreteDecorator

– addedAttribute

+ operation()

+ addedOperation()

«interface»

Component

+ *operation()*

* Component: định nghĩa giao diện của đối tượng mà ta muốn thêm tác vụ đến nó một cách động.
* ConcreteComponent: định nghĩa đối tượng cụ thể ta muốn thêm tác vụ đến nó.
* Decorator: giữ một tham chiếu tới một đối tượng Component, định nghĩa giao diện phù hợp với giao diện của Component. Chú ý đặc điểm constructor của nó nhận đối số là đối tượng được "bao bọc".

Khả năng lồng Decorator này vào Decorator khác cho phép bạn xây dựng nên các cấu trúc động.

* ConcreteDecorator: ủy nhiệm lời gọi operation() đến đối tượng Component trong nó và gọi tác vụ bổ sung addedOperation().

// (1) Component interface Component {

void draw();

}

// (2) ConcreteComponent

class Window implements Component { @Override public void draw() {

System.out.println("Draw window");

}

}

// (3) Decorator

class Decorator implements Component { private Component component;

public Decorator(Component component) { this.component = component;

}

@Override public void draw() { component.draw();

}

}

// (4) ConcreteDecorator

class ScrollbarWindow extends Decorator { private String scrollbar = "scrollbar"; public ScrollbarWindow(Component component) {

super(component);

}

@Override public void draw() { super.draw();

System.out.println("Draw " + scrollbar);

}

}

class IconWindow extends Decorator { private String icon = "icon";

public IconWindow(Component component) {

super(component);

}

@Override public void draw() { super.draw(); System.out.println("Draw " + icon);

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Decorator Pattern ---");

Component iconWindow = new IconWindow(new ScrollbarWindow(new Window())); iconWindow.draw();

}

}

1. Liên quan
   * Adapter: Decorator cũng gọi là Wrapper như Adapter, nhưng chúng có mục đích khác nhau. Adapter bao đối tượng để thay đổi giao diện của chúng, trong lúc Decorater bao đối tượng để bổ sung thêm hành vi cho nó.
   * Composite: Decorator cũng có thể coi như một Composite bị thoái hoá với duy nhất một thành phần (Leaf). Tuy nhiên Decorator không có mục tiêu tạo đối tượng phức hợp (Composite), nó chỉ thêm chức năng cho đối tượng.
   * Strategy: Decorator thay đổi bên ngoài của đối tượng, trong lúc Strategy thay đổi bên trong của đối tượng.
   * Factory Method: đôi khi được dùng với Decorator để đóng gói các thủ tục thiết lập.

// dùng interface và các lớp trong ví dụ trên interface Creator {

Component createWindow();

}

class ScrollbarWindowCreator implements Creator { @Override public Component createWindow() {

return new ScrollbarWindow(new Window());

}

}

class IconWindowCreator implements Creator { @Override public Component createWindow() {

return new IconWindow(new ScrollbarWindow(new Window()));

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Decorator + Factory Method ---");

Creator[] creators = { new ScrollbarWindowCreator(), new IconWindowCreator() }; for (Creator creator : creators) {

creator.createWindow().draw();

}

}

}

1. Java API

Stream API (java.io.InputStream, OutputStream, Reader và Writer) được thiết kế theo mẫu thiết kế Decorator. Điều này cho phép "lồng stream": gọi constructor của stream có tính năng tăng cường với đối số là đối tượng stream có tính năng cơ bản, nhằm tăng tính năng của stream cơ bản. Thường các stream được lồng nhau cho đến khi nhận được stream có phương thức phù hợp với nhu cầu sử dụng.
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

FileReader

003



**EchoLine**

LineNumberReader



FileWriter

*buffer*

import java.io.FileDescriptor; import java.io.FileReader; import java.io.FileWriter; import java.io.LineNumberReader;

// ...

FileReader in = new FileReader(FileDescriptor.in); FileWriter out = new FileWriter(FileDescriptor.out);

// lồng stream, stream mới "trang trí" thêm tính năng đánh số cho dòng LineNumberReader lineIn = new LineNumberReader(in);

char[] buffer = new char[256]; int numberRead;

while ((numberRead = lineIn.read(buffer)) > -1) {

String upper = new String(buffer, 0, numberRead).toUpperCase(); out.write(lineIn.getLineNumber() + ": " + upper);

}

1. Sử dụng Ta có:
   * Lớp Component nhưng không dễ thừa kế nó. Ta muốn:
   * Bổ sung thuộc tính hoặc hành vi cho một đối tượng một cách động.
   * Thay đổi một số đối tượng trong một lớp mà không ảnh hưởng đến đối tượng khác.
   * Tránh thừa kế vì có thể dẫn đến có quá nhiều lớp. Xem xét sử dụng:
   * Adapter, cho phép thiết lập một giao diện giữa các lớp khác nhau.
   * Composite, tạo đối tượng phức hợp mà cũng không cần mở rộng giao diện.
   * Proxy, cho phép điều khiển truy cập đến đối tượng nó đại diện.
   * Strategy, làm thay đổi đối tượng mà không cần "bao bọc" nó.
2. Bài tập
3. Cửa hàng cung cấp thức uống (BaseDrink) với giá cơ bản là $1.0. Khách hàng có thể tùy chọn thêm đường (Sugar) với phụ phí $0.5, thêm kem (Cream) với phụ phí $0.25, hoặc thêm cả hai. Tổng giá được tính tùy theo "thiết kế" thức uống của khách. Bạn hãy áp dụng mẫu thiết kế Decorator, đáp ứng yêu cầu này.

+ getExtra(): double

Cream

+ getExtra(): double

Sugar

+ getCost(): double

+ *getExtra(): double*

– base: Drink

«abstract» DrinkDecorator

+ getCost(): double

BaseDrink

«interface»

Drink

+ *getCost():double*

1. Tài nguyên của thư viện (LibraryItem) gồm hai loại Book và Movie, để xây dựng chương trình quản lý thư viện, ta cần mở rộng lớp LibraryItem thành lớp BorrowLibraryItem, thêm vào đó danh sách độc giả mượn tài nguyên và thêm hai phương thức mới: borrow (cho mượn), recall (thu hồi).

Bạn hãy áp dụng mẫu thiết kế Decorator để viết lớp BorrowLibraryItem, đáp ứng yêu cầu này.
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+ display()

1. title: String
2. director: String
3. time: int

Movie

+ display()

* title: String
* author: String

Book

+ *display()*

– copy: int

«abstract» LibraryItem

BorrowLibraryItem

* borrowers: List<String>
* item: LibraryItem

+ borrow(String)

+ recall(String)

+ display()

## Facade
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Mẫu thiết kế Facade (façade [fə'sɑːd]: mặt tiền) cung cấp *một giao diện chung đơn giản* thay cho một nhóm các giao diện có trong một hệ thống con (subsystem2). Mẫu thiết kế Facade định nghĩa một giao diện cấp cao hơn để giúp cho người dùng có thể dễ dàng sử dụng hệ thống con này vì chỉ cần giao tiếp với một giao diện chung duy nhất.

Mẫu thiết kế Facade cho phép các đối tượng truy cập vào hệ thống con bằng cách sử dụng giao diện chung này để giao tiếp với các giao diện có trong hệ thống con. Mục tiêu là che giấu các hoạt động phức tạp trong hệ thống con.

Việc sử dụng mẫu thiết kế Facade đem lại các lợi ích sau:

* Người dùng không cần biết đến sự phức tạp bên trong hệ thống con mà dễ dàng sử dụng hệ thống con vì chỉ giao tiếp với hệ thống con thông qua một giao diện chung đơn giản3.
* Chú ý là mẫu thiết kế Facade không "đóng gói" (encapsulation) hệ thống con theo nghĩa hạn chế truy xuất; nó cung cấp một giao diện đơn giản trong lúc vẫn bộc lộ đầy đủ các chức năng của hệ thống con. Những người dùng cao cấp vẫn có thể truy xuất vào sâu bên trong hệ thống con khi cần thiết, chẳng hạn để sửa chữa nâng cấp hệ thống con.
* Nâng cao khả năng độc lập của hệ thống con do cho phép nâng cấp đơn thể trong hệ thống con mà không cần phải sửa lại mã lệnh từ phía người dùng.
* Giúp phân lớp (layer) hệ thống con và phân nhóm sự phụ thuộc của các đối tượng trong hệ thống con.
  1. Cài đặt
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* Facade: biết rõ lớp của hệ thống con nào đảm nhận việc đáp ứng yêu cầu của client, sẽ ủy nhiệm việc thực hiện đến các đối tượng của hệ thống con tương ứng. Đôi khi đối tượng Façade được gọi là "God Object".
* Các lớp Subsystem: cài đặt các chức năng của hệ thống con, phối hợp xử lý các công việc được Facade bộc lộ ra bên ngoài. Các lớp này không cần biết Facade và không tham chiếu đến nó.

Hai hệ thống con của hai lớp Facade khác nhau có thể có những lớp chung.

import java.util.HashMap; import java.util.LinkedList; import java.util.List;

// (1) Subsystem class Student {

int code; String name;

public Student(int code, String name) { this.code = code;

this.name = name;

}

@Override public String toString() {

return String.format("[%d] %s", code, name);

}

}

class Course { int code; String name;

public Course(int code, String name) { this.code = code;

this.name = name;

}

}

class Section { String name; Course course;

private List<Student> students = new LinkedList<>(); public Section(String name) { this.name = name; }

public void addStudent(Student student) { students.add(student); }

2 Subsystem là nhóm các lớp, hoặc nhóm các lớp với các subsystem khác; chúng cộng tác với nhau để thực hiện một số tác vụ.

3 Mỗi hệ thống con có thể có nhiều giao diện Facade.

public List<Student> getStudents() { return students; }

}

class Campus {

static HashMap<Integer, Student> students = new HashMap(); static HashMap<Integer, Course> courses = new HashMap();

public static void setStudent(int studentCode, String studentName) { students.put(studentCode, new Student(studentCode, studentName));

}

public static Student getStudent(int studentCode) { return students.get(studentCode);

}

public static void setCourse(int courseCode, String courseName) { courses.put(courseCode, new Course(courseCode, courseName));

}

public static Course getCourse(int courseCode) { return courses.get(courseCode);

}

}

// (2) Facade class Facade {

private static HashMap<String, Section> sections = new HashMap(); public static void buildCampus() {

Campus.setCourse(1000, "Operating System"); Campus.setCourse(2000, "Core Java"); Campus.setStudent(100, "Bill Gates"); Campus.setStudent(101, "James Gosling"); Campus.setStudent(102, "Linus Tovarld");

}

public static void buildSection(String sectionName, int courseCode) { Section section = new Section(sectionName);

section.course = Campus.getCourse(courseCode); sections.put(sectionName, section);

}

public void enroll(String sectionName, int... studentCode) { for (int code : studentCode)

sections.get(sectionName).addStudent(Campus.getStudent(code));

}

public void display(String sectionName) { Section section = sections.get(sectionName); String sName = section.name;

String cName = section.course.name; List<Student> students = section.getStudents();

System.out.printf("%nCourse Name: %s [%s]%n", cName, sName); System.out.println("Student List: ");

for (Student student : students) System.out.println(" " + student);

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Facade Pattern ---"); Facade facade = new Facade(); Facade.buildCampus(); Facade.buildSection("OS1000", 1000);

Facade.buildSection("CJ2000", 2000);

facade.enroll("OS1000", 100, 102);

facade.enroll("CJ2000", 101, 100); facade.display("OS1000"); facade.display("CJ2000");

}

}

* 1. Liên quan
     + Abstract Factory: thường dùng để tạo giao diện cho một hệ thống con một cách độc lập, có thể dùng như một Facade.
     + Singleton: đối tượng Facade thường là một Singleton vì chỉ cần một đối tượng Facade.
     + Mediator: tương tự như Facade, "bao bọc" một hệ thống con làm cho nó dễ sử dụng hơn. Nhưng Facade không định nghĩa chức năng mới cho hệ thống con, Facade chỉ giúp đơn giản hóa việc truy cập vào các lớp ủy nhiệm. Lớp Facade cũng không được các lớp của hệ thống con biết đến.
     + Adapter: Facade có thể được xem như Adapter cho một hệ thống con. Trong trường hợp lời gọi đến hệ thống con quá phức tạp hoặc không phù hợp, lớp Facade "bao bọc" toàn bộ hệ thống con và cung cấp giao diện đơn giản hơn.
  2. Java API

JDBC trong Java là một ví dụ tốt cho mẫu thiết kế Facade, nó đem đến một khung công việc (framework) dễ dùng khi truy xuất cơ sở dữ liệu. Trong JavaEE, mẫu thiết kế Session Facade (lớp Business) được phát triển từ mẫu thiết kế Facade.

JOptionPane là một lớp Facade, nó đơn giản hóa việc truy cập hệ thống các lớp giúp hiển thị các loại hộp thoại khác nhau.

Dialog Subsystem

BorderLayout

+ showConfirmDialog()

+ showInputDialog()

+ showMessageDialog()

JOptionPane

JLabel

WindowAdapter

Icon

JDialog

Container

JButton

JPanel

Font

WindowEvent

* 1. Sử dụng Ta có:
     + Các hệ thống con có phần trừu tượng và phần hiện thực liên kết chặt chẽ.
     + Hệ thống tiến hóa và trở nên phức tạp hơn, nhưng vẫn phải giữ giao diện giao tiếp đơn giản. Ta muốn:
     + Phân cấp giao diện cho người dùng, người dùng phân quyền khác nhau có giao diện khác nhau.
     + Phân lớp hệ thống với mỗi lớp có điểm nhập xác định.
     + Che giấu các tác vụ của hệ thống con, chỉ có thể gọi chúng thông qua giao diện Facade.
  2. Bài tập

Tác vụ lưu một trị vào cơ sở dữ liệu được thực hiện phức tạp với các hệ thống con:
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# BusinessValidation()

+ isValidRequest(int): boolean

BusinessValidation

# BusinessRules()

+ getRules(): int

– rules: int

BusinessRules

# Facade()

– instance: Facade

«static» Facade

+ getFacade(): IFacade

FacadeFactory

# BusinessDAO()

+ update(int)

+ load(): int

– db: int

BusinessDAO

«interface»

IFacade

+ getValue(): int

+ updateValue(int)

* + - Từ lớp BusinessRules, lấy trị rules bằng phương thức getRules().
    - Trong lớp BusinessValidation, kiểm tra tính hợp lệ của trị value muốn lưu bằng

phương thức isValidRequest(). Giả sử luật dùng lưu trị đơn giản: value < rules.

* + - Nếu trị muốn lưu hợp lệ, dùng phương thức update() của lớp BusinessDAO, lưu trị vào cơ sở dữ liệu. Có thể thực hiện đơn

giản bằng cách lưu vào trị db của BusinessDAO.

Tác vụ lấy một trị từ cơ sở dữ liệu (từ trị db) phải gọi phương thức load() của lớp BusinessDAO.

Để cung cấp giao diện đơn giản cho người dùng, áp dụng mẫu thiết kế Facade:

* + - Dùng lớp nội (inner class) để che giấu các hệ thống con: các lớp BusinessRules, BusinessValidation và BusinessDAO là lớp nội của Facade; Facade là lớp nội của

FacadeFactory.

* + - Phương thức factory getFacade() sẽ cung cấp đối tượng Singleton Facade, cài đặt giao diện IFacade cho người dùng.

Hãy hiện thực yêu cầu trên.

## Flyweight

Trạng thái của một đối tượng có thể chứa một trong hoặc cả hai loại4 sau:
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* Trạng thái bên trong (instrinsic): độc lập với ngữ cảnh của đối tượng, trạng thái chung (sharing) cho tất cả (hoặc một nhóm) đối tượng của một lớp. Ví dụ, thông tin về công ty trên danh thiếp của tất cả nhân viên thuộc công ty là giống nhau.
* Trạng thái bên ngoài (extrinsic) là phụ thuộc và biến đổi theo ngữ cảnh của đối tượng, trạng thái đặc thù cho từng đối tượng thuộc lớp. Ví dụ, tên và số điện thoại của nhân viên trên danh thiếp là khác nhau dù họ chung một công ty.

Mẫu thiết kế Flyweight đề nghị tách trạng thái instrinsic và đóng gói vào một đối tượng riêng gọi là Flyweight. Nhóm có số lượng lớn các đối tượng có thể dùng chung đối tượng Flyweight này để thể hiện phần trạng thái intrinsic của chúng, dẫn đến thu giảm yêu cầu lưu trữ.

Như vậy, trạng thái instrinsic được lấy từ thực thể dùng chung, trạng thái extrinsic được truyền như tham số.

1. Cài đặt
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+ operation(extrinsicState)

+ operation(extrinsicState)

– allState

– intrinsicState

Client

UnsharedConcreteFlyweight

ConcreteFlyweight

+ getFlyweight(key): Flyweight

– list: Map<Flyweight>

FlyweightFactory

+ *operation(extrinsicState)*

«interface» Flyweight

* FlyweightFactory: bảo đảm tạo và lưu trữ các Flyweight khác nhau. FlyweightFactory được thiết kế như một Singleton. Khi Client cần đến thực thể Flyweight, nó gọi phương thức getFlyweight() của FlyweightFactory với tham số là kiểu của Flyweight yêu cầu.
* Flyweight: giao diện giúp ConcreteFlyweight có thể thao tác với trạng thái extrinsic khi cần.
* ConcreteFlyweight: chứa trạng thái intrinsic của đối tượng, thường được thiết kế như lớp nội (inner class) của FlyweightFactory với constructor là private để ngăn Client tạo trực tiếp đối tượng Flyweight.
* UnsharedConcreteFlyweight: không phải lớp cài đặt nào của Flyweight đều dùng chung, lớp không dùng chung này bổ sung cho cây dẫn xuất từ Flyweight. Thường hiếm cài đặt.

import java.util.HashMap;

import java.util.Map;

// (1) Flyweight interface Letter {

String getValue();

}

// (2) FlyweightFactory class LetterFactory {

public static LetterFactory factory;

public static Map<String, Letter> list = new HashMap<>(); private LetterFactory() { }

public static synchronized LetterFactory getFactory() { if (factory == null) factory = new LetterFactory(); return factory;

}

public Letter getLetter(String key) { if (!list.containsKey(key)) {

list.put(key, new Char(key));

}

return list.get(key);

}

// (3) ConcreteFlyweight class Char implements Letter {

private String value; private Char(String value) {

System.out.println("create letter: " + value); this.value = value;

4 Có tài liệu phân thành ba loại: unshared (tương đương extrinsic), intrinsic, extrinsic (trạng thái được tính trong thời gian chạy).

}

@Override public String getValue() { return value;

}

}

}

class WordProcessor {

private StringBuilder sb = new StringBuilder(); public void add(Letter letter) {

sb.append(letter.getValue());

}

public void print() { System.out.println(sb.toString());

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Flyweight Pattern ---"); WordProcessor processor = new WordProcessor(); String s = "Google is good";

for (int i = 0; i < s.length(); ++i) { String value = s.substring(i, i + 1);

processor.add(LetterFactory.getFactory().getLetter(value));

}

processor.print();

}

}

WordProcessor làm việc không hiệu quả với nhiều Letter. Bạn có thể thấy điều này nếu đưa lớp Char ra ngoài và viết lại lệnh:

processor.add(new Char(value));

Các Letter có trạng thái instrinsic là value, có thể dùng chung nếu chúng có value giống nhau. Đóng gói trạng thái instrinsic này vào đối tượng Flyweight để giảm số đối tượng cần tạo. Trạng thái extrinsic, ví dụ số lần ký tự đó xuất hiện, không mô tả ở đây.

1. Liên quan
   * Composite: nên cài đặt Flyweight kết hợp Composite để tạo nên các cấu trúc phân cấp có các node dùng chung.
   * State và Strategy: nên cài đặt các đối tượng State và Strategy như là các Flyweight.
2. Java API java.lang.String.
3. Sử dụng Ta có:
   * Chương trình sử dụng một số lớn đối tượng trong bộ nhớ. Cần giảm số đối tượng này.
   * Nhóm các đối tượng có một số trạng thái dùng chung. Ta muốn:
   * Cài đặt một hệ thống mà việc sử dụng bộ nhớ bị hạn chế.
4. Bài tập

Viết chương trình vẽ 1000 hình tròn (Circle) lên một JPanel. Các hình tròn có tâm và bán kính khác nhau, được vẽ bằng 6 màu: red, blue, yellow, orange, black và white. Nếu áp dụng mẫu thiết kế Flyweight, thay vì phải tạo 1000 đối tượng Circle, CircleFactory chỉ tạo 6 đối tượng Circle. Hãy thực hiện yêu cầu này.
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Graphics

Circle

– color: Color

+ Circle(Color)

+ draw(Graphics, int, int, int)

|  |  |
| --- | --- |
| JPanel | |
|  | |
|  | |
|  |  |
| CircleFactory | |
| – circleByColor: Map<Circle> | |
| + getCircle(Color): Circle | |

## Proxy
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Mẫu thiết kế Proxy cung cấp một *đối tượng đại diện* (Proxy) *điều khiển việc tạo ra và truy cập đến một đối tượng thực khác* (RealSubject). Proxy thường là một đối tượng nhỏ đứng chắn trước đối tượng phức tạp hơn, Proxy chỉ kích hoạt đối tượng phức tạp này khi đạt được một số điều kiện nhất định.

Ý tưởng của mẫu thiết kế Proxy là cung cấp một đối tượng thay thế (surrogate) hoặc giữ chỗ (placeholder) cho một đối tượng thực. Đối tượng thực có thể chưa có sẵn (nằm trên máy ở xa, chưa nạp vào, đã chuyển ra đĩa (swap out)) hoặc cần kiểm soát được việc truy cập vào nó (authentication, audit, preprocessing, logging, transaction context setup). Nói cách khác, con đường truy cập đối tượng thực (RealSubject) buộc phải thông qua Proxy.

1. Cài đặt
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«interface» Subject

+ *request()*

RealSubject

+ request()

Client

Proxy

+ request()

- Subject: giao diện chung cho RealSubject lẫn Proxy, để Proxy có mặt mọi nơi mà RealSubject được quan tâm, đại diện được cho RealSubject.

Tùy nhiệm vụ, có nhiều loại Proxy:

+ Virtual proxy: xử lý việc tạo RealSubject dựa trên thông tin khác (ví dụ từ tên tập tin), vì vậy có trì hoãn khi tạo RealSubject.

+ Protection proxy: khi gọi yêu cầu, phải vượt qua xác thực rồi mới tạo RealSubject.

+ Remote proxy: mã hóa yêu cầu tạo đối tượng và gửi chúng qua mạng, RealSubject sẽ được tạo trong một không gian địa chỉ khác.

+ Smart proxy: thêm yêu cầu hoặc thay đổi yêu cầu trước khi gửi yêu cầu để tạo hoặc truy cập đối tượng.

* RealSubject: lớp mà Proxy sẽ đại diện.
* Proxy: lớp được dùng để tạo ra, điều khiển, tăng cường, xác thực truy cập đến RealSubject. Proxy giữ một tham chiếu đến RealSubject để ủy nhiệm các lời gọi cho RealSubject khi đạt điều kiện gọi.

// (1) Subject

interface Subject { String request();

}

// (2) RealSubject

class RealSubject implements Subject { @Override public String request() {

return "RealSubject::request()";

}

}

// (3) Proxy

class VirtualProxy implements Subject { Subject subject = null;

@Override public String request() { if (subject == null) {

System.out.println("Virtual Proxy: Subject inactive"); subject = new RealSubject();

}

System.out.println("Virtual Proxy: Subject active"); return "Virtual Proxy: " + subject.request();

}

}

class ProtectionProxy implements Subject { Subject subject = null;

private final String PASSWORD = "s3kr3t"; public String authenticate(String password) {

if (!this.password.equals(PASSWORD)) { return "Protection Proxy: Access denied";

} else {

subject = new RealSubject();

return "Protection Proxy: Access granted";

}

}

@Override public String request() { if (subject == null) {

return "Protection Proxy: Authenticate first";

} else {

return "Protection Proxy: " + subject.request();

}

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Proxy Pattern ---"); Subject subject = new VirtualProxy(); System.out.println(subject.request()); System.out.println();

Subject pSubject = new ProtectionProxy(); System.out.println(pSubject.request()); System.out.println(((ProtectionProxy)pSubject).authenticate("password")); System.out.println(((ProtectionProxy)pSubject).authenticate("s3kr3t")); System.out.println(pSubject.request());

}

}

1. Liên quan
   * Adapter: Adapter cung cấp một giao diện khác cho đối tượng mà nó tiếp hợp. Trong lúc Proxy cung cấp giao diện giống với Subject mà nó đại diện. Nhiệm vụ hai mẫu thiết kế này khác nhau.
   * Decorator: Proxy cài đặt gống như Decorator nhưng có nhiệm vụ khác.
2. Java API

Mẫu thiết kế Proxy đã được tích hợp vào Java API giúp người dùng dễ dàng tạo một Proxy cho đối tượng RealSubject cần kiểm soát truy cập. Để áp dụng mẫu thiết kế này, bạn tạo lớp xử lý cho proxy (ProxyHandler):

* + Trong lớp này, khi đạt điều kiện tạo đối tượng, tạo đối tượng RealSubject để ủy nhiệm các lời gọi cho RealSubject.
  + Phương thức invoke(): cài đặt từ giao diện java.lang.reflect.InvocationHandler. Trong phương thức này, chọn phương thức gọi và ủy nhiệm lời gọi phương thức cho đối tượng RealSubject thực hiện.

Object invoke(Object proxy, Method method, Object[] args); proxy: đối tượng proxy do Proxy.newProxyInstance() trả về.

method: đóng gói phương thức triệu gọi, dùng phương thức getName() để xác định phương thức cần gọi. args: đối số của phương thức triệu gọi, định nghĩa tại giao diện Subject.

* + Phương thức createProxy(): tạo đối tượng proxy bằng phương thức static newProxyInstance() của lớp Proxy. Các đối số của phương thức newProxyInstance() dùng cơ chế reflection của Java để lấy thông tin từ Subject, giao diện của đối tượng RealSubject mà proxy đại diện.

static Object newProxyInstance(ClassLoader loader, Class<?>[] interfaces, InvocationHandler handler); loader: bộ nạp lớp của Subject, Subject.class.getClassLoader() hoặc subject.getClass().getClassLoader(). interfaces: interface của Subject, new Class<?>[] { Subject.class } hoặc subject.getClass().getIntefaces(). handler: lớp xử lý new ProxyHandler().

newProxyInstance() sẽ trả về đối tượng vừa dẫn xuất lớp java.lang.reflect.Proxy, vừa cài đặt giao diện Subject.
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+ request()

RealSubject

+ *invoke(Object, Method, Object[])*

+ newProxyInstance()

+ *request()*

Proxy

«interface» InvocationHandler

«interface» Subject

ProxyHandler

+ invoke(Object, Method, Object[])

+ createProxy: Subject

$Proxy0

+ request()

import java.lang.reflect.InvocationHandler;

import java.lang.reflect.InvocationTargetException; import java.lang.reflect.Method;

import java.lang.reflect.Proxy;

// (1) Subject interface Subject {

String request();

}

// (2) RealSubject

class RealSubject implements Subject { @Override public String request() {

return "RealSubject::request()";

}

}

// (3) Proxy Handler

class ProxyHandler implements InvocationHandler { private Subject subject = null;

private final String PASSWORD = "s3kr3t"; private ProxyHandler(String password) { if (!password.equals(PASSWORD)) {

System.out.println("Protection Proxy: Access denied");

} else {

subject = new RealSubject(); System.out.println("Protection Proxy: Access granted");

}

}

public static Subject createProxy(String password) {

return (Subject)Proxy.newProxyInstance(Subject.class.getClassLoader(), new Class<?>[]{ Subject.class }, new ProxyHandler(password));

}

@Override

public Object invoke(Object proxy, Method method, Object[] args) throws IllegalAccessException { try {

if (method.getName().equals("request")) return method.invoke(subject, args); else throw new IllegalAccessException();

} catch (InvocationTargetException e) { e.printStackTrace(System.err);

}

return null;

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Proxy Pattern in Java API ---"); Subject pSubject = ProxyHandler.createProxy("s13kr3t"); try {

System.out.println(pSubject.request());

} catch (NullPointerException e) { System.err.println("Protection Proxy: Authenticate first");

}

}

}

1. Sử dụng Ta có:
   * Đối tượng tốn nhiều chi phí để tạo.
   * Đối tượng cần xác thực để truy cập.
   * Đối tượng truy cập từ xa.
   * Đối tượng cần thực hiện một số hành động trước khi truy cập. Ta muốn:
   * Tạo đối tượng chỉ khi có yêu cầu đến tác vụ của chúng.
   * Thực hiện việc kiểm tra hoặc dọn dẹp khi truy cập đến đối tượng.
   * Một đối tượng cục bộ truy cập đến một đối tượng từ xa.
   * Cài đặt các quyền truy cập lên đối tượng khi yêu cầu đến các tác vụ của đối tượng đó.

|  |
| --- |
| «interface» Product |
|  |
| + *getName(): String* |
| + *getPrice(): double* |
| + *setName(String)* |
| + *setPrice(): double* |

1. Bài tập

Lớp RealProduct cài đặt giao diện Product như hình bên. Áp dụng framework Proxy của Java API, tạo hai lớp xử lý:

* + EmployeeHandler tạo đối tượng proxy chỉ gọi được các phương thức getters của Product.
  + ManagerHandler tạo đối tượng proxy gọi được tất cả các phương thức của Product và có ghi nhận vào tập tin log khi gọi phương thức.

# Behavioral

## Chain of Responsibility
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Mẫu thiết kế Chain of Responsibility giúp tránh kết nối trực tiếp, quá chặt giữa đối tượng gửi yêu cầu và đối tượng nhận yêu cầu, khi yêu cầu được xử lý bởi một hoặc nhiều đối tượng.

Mẫu thiết kế này *tạo một dây chuyền (chain) các đối tượng nhận yêu cầu*, rồi truyền yêu cầu theo dây chuyền đó. Các đối tượng nhận yêu cầu để xử lý có thể là toàn bộ dây chuyền, một phần dây chuyền hoặc chỉ là một đối tượng trong dây chuyền. Bằng cách này, đối tượng gửi yêu cầu không cần biết yêu cầu sẽ được xử lý bởi đối tượng nào.

1. Cài đặt
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+ handleRequest()
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+ setNext(Handler)

# successor: Handler

«abstract» Handler

Client

* Handler: định nghĩa giao diện chung để xử lý yêu cầu. Chứa tham chiếu đến đối tượng xử lý yêu cầu ngay sau nó, gọi là successor. Phương thức setNext() dùng thiết lập đối tượng successor này, nếu cần chuyển tiếp yêu cầu.
* ConcreteHandler: xử lý yêu cầu với các mức độ khác nhau, nếu không xử lý yêu cầu nó có thể chuyển tiếp yêu cầu đến successor của nó.

// (1) Handler

abstract class AbstractLogger {

enum Level { INFO, DEBUG, ERROR };

protected Level level;

protected AbstractLogger nextLogger = null; abstract protected void write(String message);

public void setNextLogger(AbstractLogger nextLogger) { this.nextLogger = nextLogger;

}

public void logMessage(Level level, String message) { if (this.level.compareTo(level) <= 0) write(message);

if (nextLogger != null) nextLogger.logMessage(level, message); else System.out.println("--- end of chain ---");

}

}

// (2) ConcreteHandler

class ConsoleLogger extends AbstractLogger { public ConsoleLogger(Level level) {

this.level = level;

}

@Override protected void write(String message) { System.out.println("[Standard Console]: " + message);

}

}

class ErrorLogger extends AbstractLogger { public ErrorLogger(Level level) {

this.level = level;

}

@Override protected void write(String message) { System.out.println("[Error Console]: " + message);

}

}

class FileLogger extends AbstractLogger { public FileLogger(Level level) {

this.level = level;

}

@Override

protected void write(String message) { System.out.println("[Log File]: " + message);

}

}

public class Client {

private static AbstractLogger setChainOfLoggers() {

AbstractLogger errorLogger = new ErrorLogger(AbstractLogger.Level.ERROR); AbstractLogger fileLogger = new FileLogger(AbstractLogger.Level.DEBUG); AbstractLogger consoleLogger = new ConsoleLogger(AbstractLogger.Level.INFO); errorLogger.setNextLogger(fileLogger); fileLogger.setNextLogger(consoleLogger);

return errorLogger;

}

public static void main(String[] args) {

System.out.println("--- Chain of Responsibility Pattern ---"); AbstractLogger loggerChain = setChainOfLoggers(); loggerChain.logMessage(AbstractLogger.Level.INFO, "Information level."); loggerChain.logMessage(AbstractLogger.Level.DEBUG, "Debug level."); loggerChain.logMessage(AbstractLogger.Level.ERROR, "Error level.");

}

}

AbstractLogger định nghĩa chuỗi xử lý "đổ xuống": ERROR  DEBUG  INFO, tùy mức độ lỗi mà toàn chuỗi hoặc một phần chuỗi xử lý ghi nhận lỗi.

1. Liên quan
   * Composite: mẫu thiết kế Chain of Responsibility thường kết hợp với mẫu thiết kế Composite, khi đó các thành phần con của một Composite được xem như successor của nó.
2. Java API

Các bước xử lý ngoại lệ (exception) được thực hiện theo mẫu thiết kế Chain of Responsibility. java.util.logging.Logger với phương thức xử lý log().

HttpServletRequest.RequestDispatcher() trong API của servlet/JSP với phương thức forward(). javax.servlet.Filter với phương thức xử lý doFilter().

1. Sử dụng Ta có:
   * Nhiều hơn một đối tượng xử lý yêu cầu, không chỉ định rõ đối tượng sẽ xử lý yêu cầu.
   * Một đối tượng xử lý yêu cầu cần chuyển yêu cầu đến một đối tượng xử lý yêu cầu khác trong một dây chuyền.
   * Tập hợp các đối tượng xử lý yêu cầu có thể thay đổi một cách động. Ta muốn:
   * Linh hoạt khi gán các yêu cầu để xử lý.
2. Bài tập
3. Tiến trình xử lý checkout một đơn hàng gồm các bước: CalculatePayment (tính giá trị đơn hàng) và AddCustomerInfo (điền thông tin khách hàng vào đơn hàng). Một bước mới cần đưa vào là SaveOrderInfo (lưu thông tin đơn hàng vào tập tin log). Áp dụng mẫu thiết kế Chain of Responsibility để tiến trình có hai bước như lúc đầu, sau đó hiệu chỉnh để đưa bước thứ ba vào.
4. Chương trình xử lý ảnh cho phép chuỗi xử lý ảnh tự động theo lô: Resize (hiệu chỉnh kích thước)  Redeye (loại bỏ lỗi mắt đỏ)  Color matching (hiệu chỉnh màu)  Filter (áp dụng các bộ lọc định sẵn). Ảnh sẽ được tự động nhận dạng và xử lý tại mỗi khâu, khâu xử lý không cần thiết (ví dụ do ảnh không có lỗi mắt đỏ) có thể được bỏ qua. Áp dụng mẫu thiết kế Chain of Responsibility để thực hiện yêu cầu trên.
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Mẫu thiết kế Command *đóng gói yêu cầu* (request) *như một đối tượng lệnh* (Command) rồi truyền đối tượng này cho đối tượng triệu gọi (Invoker) như một tham số. Tùy theo yêu cầu của Client, Invoker triệu gọi đối tượng lệnh thích hợp để thực thi. Đối tượng lệnh ủy nhiệm việc thực hiện thật sự cho đối tượng Receiver mà đối tượng lệnh tác động lên nó.

Vì yêu cầu được đóng gói, ta có thể lưu trữ, xóa bỏ, làm lại, truy cập, thay đổi, cho áp dụng, … một yêu cầu. Do tính chất linh hoạt đó, mẫu thiết kế Command được sử dụng để:

* Gửi yêu cầu đến các đối tượng nhận khác nhau.
* Tạo hàng đợi yêu cầu, ghi nhận (logging) yêu cầu và từ chối yêu cầu.
* Tích hợp giao tác cấp cao từ các tác vụ cơ bản.
* Tạo chuỗi thao tác ghi sẵn (macro recording).
* Cài đặt chức năng Redo và Undo nhiều cấp.
  1. Cài đặt
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+ action()

Receiver

+ invoke()

+ undoTask()

– commands: List<Command>

Client

Invoker

ConcreteCommand

– receiver: Receiver

+ execute()

+ undo()

«interface»

Command

+ *execute()*

+ *undo()*

* Command: khai báo giao diện cho việc thực thi một yêu cầu, ví dụ phương thức execute().
* ConcreteCommand: loại Command cụ thể, đã được "tiêm" đối tượng nhận yêu cầu (Receiver) thích hợp. Phương thức execute() của ConcreteCommand được cài đặt bằng cách gọi các phương thức action() của đối tượng Receiver đã "tiêm" vào nó.
* Invoker: đối tượng triệu gọi yêu cầu (Command), đóng gói trong nó các đối tượng Command để triệu gọi. Invoker có thể có một danh sách lưu trữ các Command, ví dụ cho tác vụ undo và redo. Invoker còn gọi là Command Manager.
* Receiver: đối tượng nhận yêu cầu từ Command, dùng các phương thức của mình (action()) để thực hiện yêu cầu đó.
* Client: tạo ra các đối tượng Invoker, rồi dùng Invoker triệu gọi các đối tượng ConcreteCommand mong muốn.

import java.util.LinkedList; import java.util.List; import java.util.Stack;

// (1) Invoker class Invoker {

private Stack<Command> history = new Stack<>(); private Stack<Command> redoList = new Stack<>(); public void invoke(Command command) {

command.execute();

if (!(command instanceof UndoCommand) && !(command instanceof RedoCommand)) history.push(command);

}

public void undo() {

if (!history.isEmpty()) {

Command command = history.pop(); command.undo(); redoList.push(command);

}

}

public void redo() {

if (!redoList.isEmpty()) {

Command command = redoList.pop(); command.execute(); history.push(command);

}

}

}

// (2) Command

abstract class Command {

public abstract void execute();

public abstract void undo();

}

// (3) ConcreteCommand

class UndoCommand extends Command { private Invoker receiver;

public UndoCommand(Invoker receiver) { this.receiver = receiver;

}

@Override public void execute() { receiver.undo(); } @Override public void undo() { }

}

class RedoCommand extends Command { private Invoker receiver;

public RedoCommand(Invoker receiver) { this.receiver = receiver;

}

@Override public void execute() { receiver.redo(); } @Override public void undo() { }

}

class InsertCommand extends Command { private Document document;

String content;

public InsertCommand(Document document, String content) { this.document = document;

this.content = content;

}

@Override public void execute() { document.insert(content); } @Override public void undo() { document.remove(); }

}

// (4) Receiver class Document {

private List<String> list = new LinkedList<>(); public void insert(String str) {

list.add(str);

}

public void remove() { list.remove(list.size() - 1);

}

@Override public String toString() { StringBuilder sb = new StringBuilder();

for (String str : list) sb.append(str).append('\n'); return sb.toString();

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Command Pattern ---"); Document doc = new Document();

Invoker invoker = new Invoker();

UndoCommand undo = new UndoCommand(invoker); RedoCommand redo = new RedoCommand(invoker);

invoker.invoke(new InsertCommand(doc, "Java Programming Language")); invoker.invoke(new InsertCommand(doc, "Object-Oriented Programming")); invoker.invoke(new InsertCommand(doc, "Design Patterns")); System.out.println("Insert 3 lines:\n" + doc);

invoker.invoke(undo); invoker.invoke(undo);

System.out.println("Undo 2 times:\n" + doc); invoker.invoke(redo); System.out.println("Redo 1 time:\n" + doc);

}

}

Mỗi lệnh InsertCommand triệu gọi được lưu vào stack history, Receiver của lệnh này là Document. InsertCommand tác động vào list document của Document.

Các lệnh UndoCommand và RedoCommand không cần lưu vào stack history, Receiver của các lệnh này là Invoker vì chúng tác động vào các stack history và redoList của Invoker. redoList lưu các InsertCommand được undo để redo nếu cần.

* 1. Liên quan
     + Composite: có thể được dùng để cài đặt các vĩ lệnh (macro), kết hợp của nhiều lệnh. Ví dụ: lệnh restart() là kết quả của việc gọi lệnh stop() rồi gọi lệnh start().
     + Memento: có thể giữ trạng thái của lệnh, cần cho tác vụ khôi phục (undo).
     + Prototype: Command có thể được nhân bản bằng Prototype rồi đặt vào danh sách history.
  2. Java API java.lang.Runnable.

Giao diện javax.swing.Action, thừa kế giao diện ActionListener, chính là giao diện Command trong mẫu thiết kế Command. Trong lớp dẫn xuất, cài đặt phương thức actionPerfomed(ActionEvent).

import java.awt.event.ActionEvent;

import javax.swing.AbstractAction;

class FileAction extends AbstractAction { FileAction(String name) {

super(name);

}

@Override public void actionPerformed(ActionEvent ae) {

// add action logic here

}

}

Thêm action vào thanh menu:

import java.awt.Event; import javax.swing.JMenu;

import javax.swing.JMenuItem; import javax.swing.JToolBar; import javax.swing.KeyStroke;

// ...

JMenu fileMenu = new JMenu("File"); FileAction newAction = new FileAction("New"); JMenuItem item = fileMenu.add(newAction);

item.setAccelerator(KeyStroke.getKeyStroke('N', Event.CTRL\_MASK));

// To add action to a toolbar JToolBar toolbar = new JToolBar(); toolbar.add(newAction);

* 1. Sử dụng Ta có:
     + Các lệnh với đối tượng nhận khác nhau sẽ được xử lý theo cách khác nhau.
     + Một tập lệnh cấp cao được thực thi bởi các tác vụ cơ bản. Ta muốn:
     + Chỉ định, xếp thứ tự thực thi và thực thi các lệnh vào những thời điểm khác nhau.
     + Hỗ trợ chức năng Undo cho các lệnh.
     + Hỗ trợ ghi nhận, kiểm soát các thay đổi do tác động của lệnh.
  2. Bài tập

1. Mẫu thiết kế Command có thể được mở rộng, hỗ trợ thêm một số dịch vụ cho Command như xác thực quyền, kiểm thử dữ liệu nhập, ghi nhận thực hiện lệnh.

|  |  |
| --- | --- |
|  | «interface» Command |
|  |  |
| + *execute()* |

Điều này được thực hiện bằng cách dùng giao diện ManageLifecycle, mở rộng giao diện Command. Giao diện ManageLifeCycle cung cấp nhiều phương thức, sẽ được gọi cho mỗi yêu cầu, thay vì chỉ gọi một phương thức execute(). Cụ thể, đối với Command mở rộng (Command được quản lý, ManagedCommand), trước khi gọi execute() ta có thể xác thực hoặc kiểm thử, sau khi gọi execute() ta có thể ghi nhận, thu dọn ngữ cảnh.
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– manager: CommandManager

Client

+ setCommand(String)

+ add(String, Command)

– commands: Map

CommandManager

ManagedCommand

1. context: Map
2. errors: List

NormalCommand

+ execute()

«interface»

ManageLifecycle

+ *init()*

+ *destroy()*

+ *setContext(Map)*

+ *isValidate(): boolean*

+ *getErrors(): List*

1. Các tác vụ nạp tiền (deposit) và rút tiền (withdraw) từ tài khoản (Account) của một ngân hàng (Bank) có thể đóng gói vào đối tượng (ICommand) để tạo nên các tác vụ phức tạp hơn như tác vụ chuyển tiền (transfer) giữa hai tài khoản và hồi tác (undo) việc chuyển tiền. Hãy áp dụng mẫu thiết kế Command để thực hiện yêu cầu này.
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+ execute()

+ undo()

Withdraw

+ execute()

+ undo()

Deposit

+ transfer(Account, Acount)

– accounts: List<Account>

Bank

Client

Account

– balance: int

«interface»

ICommand

* bank: Bank
* amount: int

+ *execute()*

+ *undo()*

Invoker

+ transferTask()

+ undoTask()

## Interpreter
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Mẫu thiết kế Interpreter cài đặt bộ dịch cho một ngôn ngữ. Dịch (interpret) được hiểu như là một thao tác trên biểu thức của ngôn ngữ đó, kết quả việc dịch:

* Định trị biểu thức, ví dụ định trị một biểu thức postfix.
* Thay đổi cấu trúc biểu thức, ví dụ chuyển biểu thức infix thành postfix.
* Kiểm tra cú pháp, ví dụ kiểm tra tính hợp lệ một biểu thức.
* Chuyển sang ngôn ngữ khác, ví dụ chuyển thông tin từ một đối tượng thành XML.

Để cài đặt cho bộ dịch, cần định nghĩa ngữ pháp (grammar) của ngôn ngữ nguồn. Ví dụ, ngữ pháp của biểu thức số học infix. Grammar:

Expression ::= Plus | Minus | Times | Div | Number

Plus ::= Expression '+' Expression Minus ::= Expression '-' Expression Times ::= Expression '\*' Expression Div ::= Expression '/' Expression Number ::= int

Ngữ pháp của các ngôn ngữ phức tạp thường tạo thành cấu trúc cây:

* Thành phần non-terminal, như node trong của cây, thường định nghĩa đệ quy. Ví dụ, các biểu thức Plus, Minus, Times, Div.
* Thành phần terminal, như node lá của cây. Ví dụ, biểu thức Number.

Mẫu thiết kế Interpreter định nghĩa ngữ pháp bằng cách cài đặt với một hệ thống phân cấp các lớp, mỗi lớp xử lý một thành phần ngữ pháp.

Biểu thức đầu vào của bộ dịch được viết bằng ngôn ngữ nguồn, nói chung được thể hiện thành cây cú pháp trừu tượng (AST – Abstract Syntax Tree) với các thành phần lấy từ ngữ pháp của ngôn ngữ đó. Mỗi biểu thức đầu vào tạo thành cây AST khác nhau. Ví dụ, cây AST của biểu thức đầu vào: 2 – ( 3 \* 4 + 5 ) (khi tạo cây đã loại cặp ngoặc).

Minus



2

+

\*

5

3 4

Number(2) Plus

Times Number(5)

Number(3) Number(4)

Bạn có thể dùng công cụ tại: [http://mshang.ca/syntree/,](http://mshang.ca/syntree/) nhập vào biểu thức sau để thấy cây AST.

[Minus [Number(2)] [Plus [Times [Number(3)] [Number(4)]] [Number(5)]]]

GoF không mô tả giải thuật tạo và duyệt cây AST, bạn phải:

* Dùng giải thuật phù hợp. Ví dụ trên, dùng giải thuật Dijkstra tạo cây AST từ biểu thức infix.
* Dùng mẫu thiết kế Visitor.

Khi duyệt AST, mẫu thiết kế Interpreter sẽ chạy tác vụ dịch (intepret), chuyển từng thành phần của ngôn ngữ nguồn thành kết quả đích.

1. Cài đặt
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+ interpret(Context)

NonTerminalExpression

+ interpret(Context)

TerminalExpression

+ *interpret(Context)*

«interface» AbstractExpression

Context

Client

* AbstractExpression: khai báo tác vụ dịch interpret() trừu tượng dùng chung cho tất cả các node của AST.
* TerminalExpression: cài đặt tác vụ interpret() liên kết với các ký hiệu terminal trong ngữ pháp của ngôn ngữ. Một thể hiện của lớp này tương ứng một ký hiệu terminal.
* NonTerminalExpression: cài đặt tác vụ interpret() liên kết với các ký hiệu non-terminal trong ngữ pháp của ngôn ngữ, thường viết đệ quy. Một thể hiện của lớp này tương ứng một luật trong ngữ pháp.
* Context: lưu thông tin toàn cục cho việc dịch, thường chứa chuỗi nhập và kết quả. Lưu ý là không nhất thiết phải có lớp Context, bạn có thể truyền chuỗi nhập như tham số và lấy kết quả như trị trả về.

Trong ví dụ dưới, ngữ pháp là đơn giản, chỉ có các lớp TerminalExpression. Grammar:

DateExpression ::= WordDate | CalendarDate | GregorianDate

WordDate ::= String // 124th day, Thursday, May 4, 2017 CalendarDate ::= String // 5-4-2017

GregorianDate ::= String // 5-4-2017 12:40:5

Phương thức dịch (interpret) của các lớp TerminalExpression sẽ "dịch" đối tượng Date đầu vào thành các chuỗi có định dạng thích hợp.

import java.util.Date;

import java.util.Calendar;

// (1) Context class Context {

String formattedDate; Date date;

public Context(Date date) { this.date = date;

}

}

// (2) AbstractExpression

abstract class AbstractDateExpression { static final String[] convertDayOfWeek = {

"Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday" }; static final String[] convertMonth = {

"January", "February", "March", "April", "May", "June", "July", "August", "September", "October", "November", "December" };

public abstract void interpret(Context context);

}

// (3) TerminalExpression

class WordDateExpression extends AbstractDateExpression { @Override public void interpret(Context context) {

Calendar c = Calendar.getInstance(); c.setTime(context.date);

context.formattedDate = c.get(Calendar.DAY\_OF\_YEAR) + "th day, " + convertDayOfWeek[c.get(Calendar.DAY\_OF\_WEEK) - 2] + ", " + convertMonth[c.get(Calendar.MONTH)] + " " + c.get(Calendar.DATE) + ", " + c.get(Calendar.YEAR);

}

}

class CalendarDateExpression extends AbstractDateExpression { @Override public void interpret(Context context) {

Calendar c = Calendar.getInstance(); c.setTime(context.date); context.formattedDate =

c.get(Calendar.MONTH) + 1 + "-" + c.get(Calendar.DATE) + "-" + c.get(Calendar.YEAR);

}

}

class GregorianDateExpression extends AbstractDateExpression { @Override public void interpret(Context context) {

Calendar c = Calendar.getInstance(); c.setTime(context.date); context.formattedDate =

c.get(Calendar.MONTH) + 1 + "-" + c.get(Calendar.DATE) + "-" + c.get(Calendar.YEAR) + " " + c.get(Calendar.HOUR\_OF\_DAY) + ":" + c.get(Calendar.MINUTE) + ":" + c.get(Calendar.SECOND);

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Interpreter Pattern ---"); Context context = new Context(new Date());

new WordDateExpression().interpret(context); System.out.println("Word Date: " + context.formattedDate); new CalendarDateExpression().interpret(context); System.out.println("Calendar Date: " + context.formattedDate); new GregorianDateExpression().interpret(context);

System.out.println("Gregorian Date: " + context.formattedDate);

}

}

1. Liên quan
   * Composite: cây AST được xây dựng bằng mẫu thiết kế Composite.
   * Flyweight: áp dụng để tạo phần dùng chung cho các ký hiệu terminal trong cây AST.
   * Iterator: dùng để duyệt cây AST.
   * Visitor: dùng đóng gói hành vi xử lý từng node trên cây AST.
2. Java API

[java.util.regex.Pattern](http://docs.oracle.com/javase/6/docs/api/java/util/regex/Pattern.html) và java.util.regex.Matcher dùng một thiết kế Interpreter nội. [java.text.Normalizer.](http://docs.oracle.com/javase/6/docs/api/java/text/Normalizer.html)

Tất cả lớp con của [java.text.Format.](http://docs.oracle.com/javase/6/docs/api/java/text/Format.html)

1. Sử dụng Ta có:
   * Ngữ pháp của ngôn ngữ cần diễn dịch không quá phức tạp.
   * Hiệu quả diễn dịch, như tốc độ dịch, không phải là yêu cầu chính.
2. Bài tập
3. Biểu thức đầu vào là một biểu thức số học infix, có ngữ pháp như sau:

Grammar:

Expression ::= Plus | Minus | Times | Div | Number Plus ::= Expression '+' Expression

Minus ::= Expression '-' Expression Times ::= Expression '\*' Expression Div ::= Expression '/' Expression Number ::= int

Áp dụng mẫu thiết kế Interpreter, viết chương trình thực hiện các tác vụ "dịch" sau:

* evaluation(), "dịch" biểu thức infix sang trị.
* preorder(), "dịch" biểu thức infix sang biểu thức prefix.
* postorder(), "dịch" biểu thức infix sang biểu thức postfix.

Chi tiết về các thuật toán "dịch" trình bày trong tài liệu Cấu trúc dữ liệu và thuật toán , cùng người viết.

1. Ngôn ngữ nguồn là số La mã, có ngữ pháp như sau ( là rỗng):

Grammar:

Thousand ::= 'M' Thousand | ; // 1000 

Hundred ::= 'C''D' | 'C''M' | 'D' le300 | le300; // 400 | 900 | 500 – 800 | 000 - 300 le300 ::=  | 'C''C''C' | 'C''C' | 'C';

Ten ::= le30 | 'X''L' | 'L' le30 | 'X''C'; // 00 – 30 | 40 | 50 – 80 | 90

le30 ::=  | 'X''X''X' | 'X''X' | 'X';

Unit ::= le3 | 'I''V' | 'V' le3 | 'I''X' ; // 0 - 3 | 4 | 5 – 8 | 9

le3 ::=  | 'I''I''I' | 'I''I' | 'I' ;

Áp dụng mẫu thiết kế Interpreter, viết chương trình dịch số Lã mã sang số thập phân (Arabic) hiện dùng.

1. Cho ngữ pháp của biểu thức Boolean. Grammar:

e ::= e '&' e

| e '|' e

| '!' e

| '(' e ')'

| var '=' e

| var

Áp dụng mẫu thiết kế Interpreter, cài đặt tác vụ "dịch" là định trị một biểu thức Boolean. Biểu thức Boolean, ví dụ: X = (A & B) | !C được tạo như sau:

Logic term = new ANDLogic(new Variable("A"), new Variable("B")); term = new ORLogic(term, new NOTLogic( new Variable("C")));

term = new AssignmentLogic(new Variable("X"), term);

## Iterator

Access aggregated objects![](data:image/png;base64,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)

Mẫu thiết kế Iterator cung cấp một cách truy cập thống nhất đến các đối tượng thành phần, nằm bên trong một đối tượng chứa (container hoặc collection), mà không cần phải hiểu rõ đến cấu trúc nội tại của đối tượng chứa đó.

Mặc dù một đối tượng chứa thường có đủ phương thức để truy cập các đối tượng thành phần của nó, ví dụ:

ArrayList<Book> books = Bookstore.getBooks(); for (int i = 0; i < books.size(); ++i)

System.out.println(i + ": " + books.get(i));

nhưng để bảo đảm nguyên tắc SRP, tác vụ duyệt các đối tượng thành phần của đối tượng chứa được tách ra và đóng gói vào một đối tượng gọi là Iterator. Iterator được hình dung như một "con trỏ" dịch chuyển trong đối tượng chứa, dùng để truy cập các đối tượng thành phần của đối tượng chứa. Do đặc điểm này, Iterator còn gọi là Cursor.

1. Cài đặt
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+ next(): Object

+ hasNext(): boolean

+ first(): Object

– index: int

ConcreteIterator

+ iterator() : Iterator

ConcreteAggregate

+ *next(): Object*

+ *hasNext(): boolean*

+ *first(): Object*

+ *iterator() : Iterator*

«interface» Iterator

«interface» Aggregate

Client

* Iterator: định nghĩa một giao diện chuẩn để truy cập và duyệt các đối tượng thành phần của đối tượng chứa. Các tác vụ điển hình bao gồm: trỏ đến đối tượng thành phần kế tiếp (next()), kiểm tra xem có đối tượng thành phần kế tiếp không (hasNext()).
* ConcreteIterator: cài đặt cho giao diện Iterator, giữ tham chiếu chỉ đến vị trí hiện tại khi duyệt đối tượng chứa, tức vị trí của đối tượng thành phần mà Iterator hiện đang trỏ đến.
* Aggregate: giao diện của đối tượng chứa, khai báo phương thức iterator(), trả về Iterator, là đối tượng dùng duyệt các đối tượng thành phần của nó.
* ConcreteAggregate: cài đặt giao diện Aggregate để tạo đối tượng Iterator, trả về một đối tượng ConcreteIterator cụ thể. Khi trả về Iterator, Aggregate trao cho Iterator này tham chiếu chỉ đến chính nó để Iterator có thể duyệt các đối tượng thành phần của Aggregate đó.

Khi sử dụng, Client gọi phương thức iterator() của đối tượng chứa Aggregate để nhận được đối tượng Iterator dùng duyệt nó. Iterator này được gọi là external iterator (iterator chủ động), được điều khiển bởi Client. Ngoài ra, còn các internal iterator (iterator thụ động) được điều khiển bởi Aggregate.

import java.util.Arrays;

import java.util.Collection; import java.util.Collections; import java.util.List;

// (1) Aggregate interface CollectionIF {

IteratorIF iterator(); Collection elements();

}

// (2) Iterator interface IteratorIF {

boolean hasNext(); Object next();

}

// (3) ConcreteAggregate

class ConcreteCollection implements CollectionIF { private List list;

public ConcreteCollection(Object[] objectList) { list = Arrays.asList(objectList);

}

@Override public IteratorIF iterator() { return new ConcreteIterator(this);

}

@Override public Collection elements() { return Collections.unmodifiableList(list);

}

}

// (4) ConcreteIterator

class ConcreteIterator implements IteratorIF { private List list;

private int index;

public ConcreteIterator(CollectionIF collection) { list = (List)collection.elements();

index = 0;

}

@Override public boolean hasNext() { return (index < list.size());

}

@Override public Object next() { try {

return list.get(index++);

} catch (IndexOutOfBoundsException e) {

throw new RuntimeException("No Such Element");

}

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Iterator Pattern ---");

String[] books = { "Sequential", "Procedural", "OOP", "Design Patterns" }; CollectionIF collection = new ConcreteCollection(books); System.out.println("Getting an iterator for the collection..."); IteratorIF iterator = collection.iterator();

System.out.println("Iterate through the list."); for (int i = 0; iterator.hasNext(); ++i)

System.out.println(i + ": " + iterator.next());

}

}

1. Liên quan
   * Composite: Iterator thường dùng để duyệt một cấu trúc đệ quy như các Composite.
   * Factory Method: phương thức iterator() là một Factory Method của Aggregate, lớp dẫn xuất của nó mới quyết định việc tạo Iterator thích hợp cho loại ConcreteAggregate tương ứng.
   * Memento: thường dùng cùng với Iterator. Iterator có thể sử dụng Memento để lưu trạng thái duyệt.
2. Java API

Mẫu thiết kế Iterator đã được tích hợp vào Java API, các lớp Collection đều có phương thức iterator() trả về thực thể cài đặt giao diện java.util.Iterator dùng truy cập các đối tượng thành phần của Collection đó.

Hơn thế nữa, nếu người dùng tạo các collection tùy biến riêng, Java API hỗ trợ người dùng áp dụng mẫu thiết kế Iterator, dễ dàng tạo iterator cho collection, cho phép dùng cả vòng lặp for tăng cường (foreach) tiện dụng.

Để áp dụng mẫu thiết kế Iterator:

* Collection của bạn phải cài đặt giao diện java.lang.Iterable, bạn cần hiện thực phương thức iterator() trả về một java.util.Iterator. Giao diện Iterable chính là giao diện Aggregate của mẫu thiết kế Iterator.
* ConcreteIterator phải cài đặt giao diện java.util.Iterator, cần hiện thực các phương thức hasNext(), next() và remove(). Giao diện Iterator chính là giao diện Iterator của mẫu thiết kế Iterator.

Ví dụ sau đây, viết lại ví dụ trên nhưng áp dụng mẫu thiết kế Iterator được tích hợp trong Java API.

import java.util.Arrays; import java.util.Collection; import java.util.Collections; import java.util.Iterator; import java.util.List;

interface CollectionIF<E> extends Iterable<E> { Collection<E> elements();

}

class ConcreteCollection<E> implements CollectionIF<E> { private List<E> list;

public ConcreteCollection(E[] objectList) { list = Arrays.asList(objectList);

}

@Override public Iterator<E> iterator() { return new ConcreteIterator(this);

}

@Override public Collection<E> elements() { return Collections.unmodifiableList(list);

}

}

class ConcreteIterator<E> implements Iterator<E> { private List<E> list;

private int index;

public ConcreteIterator(CollectionIF<E> collection) { list = (List<E>)collection.elements();

index = 0;

}

@Override public boolean hasNext() { return (index < list.size());

}

@Override public E next() { try {

return list.get(index++);

} catch (IndexOutOfBoundsException e) {

throw new RuntimeException("No such element");

}

}

@Override public void remove() { }

}

public class Client {

public static void main(String[] args) {

System.out.println("--- Iterator Pattern in Java API ---");

String[] books = {"Sequential", "Procedural", "OOP", "Design Patterns"}; CollectionIF<String> collection = new ConcreteCollection(books); System.out.println("Foreach through the list.");

int i = 0;

for (String s : collection) System.out.println((i++) + ": " + s);

}

}

1. Sử dụng Ta muốn:
   * Truy cập các đối tượng thành phần của đối tượng chứa mà không bộc lộ cấu trúc bên trong đối tượng chứa.
   * Hỗ trợ nhiều phương án duyệt của các đối tượng thành phần của một đối tượng chứa.
   * Cung cấp một giao diện đơn giản, tổng quát cho nhiều kiểu đối tượng chứa có cấu trúc khác nhau.
2. Bài tập
3. Tạo nhị phân IntBST với node thuộc lớp BSTNode, chứa trị nguyên.

+ insert(int)

+ breadthFirst(): List<BSTNode>

+ iterator(): IIterator

– root: BSTNode

IntBST

+ *hasNext(): bolean*

+ *next(): Object*

«interface» IIterator

+ *iterator(): IIterator*

«interface» IIterable

BSTIterator

1. list: List<BSTNode>
2. position: int

+ hasNext(): bolean

+ next(): Object

BSTNode

* left, right: BSTNode
* info: int

Áp dụng mẫu thiết kế Iterator để có thể lấy được đối tượng BSTIterator từ cây IntBST. Đối tượng này cho phép duyệt các node của cây InBST theo mức.

1. Tạo một danh sách liên kết đơn SLL (Singly Linked List) với các phần tử là các node thuộc lớp SLLNode (xem tài liệu "Cấu trúc dữ liệu và thuật toán", cùng người viết).

Áp dụng framework Iterator của Java API để tạo một Iterator cho SLL, cho phép duyệt SLL bằng vòng lặp for tăng cường.
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+ insert(Object)

+ printAll()

– head: SLLNode

SLL

+ *hasNext(): bolean*

+ *next(): Object*

+ *remove()*

«interface» Iterator

+ *iterator(): Iterator*

«interface» Iterable

SLLIterator

– position: SLLNode

SLLNode

1. next: SLLNode
2. info: Object

## Mediator
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Mẫu thiết kế Mediator dùng giải quyết độ phức tạp trong tương tác, liên lạc trực tiếp giữa các đối tượng/lớp. Mẫu thiết kế này cung cấp một lớp giữ vai trò trung gian (Mediator) giữa các đối tượng/lớp, đóng gói cách mà một tập đối tượng tương tác với nhau, bao gồm thông tin trao đổi, hành vi liên lạc giữa các đối tượng/lớp.

Mẫu thiết kế Mediator giúp đơn giản hóa giao thức liên lạc giữa các đối tượng/lớp, điều khiển tập trung tương tác giữa chúng, loại bỏ các thao tác liên lạc đặc thù của các đối tượng/lớp.

1. Cài đặt
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*informs*

*updates*

ConcreteColleague

«interface» Mediator

«interface» Colleague

ConcreteMediator

* Mediator: khai báo giao diện cho việc liên lạc giữa các đối tượng Colleague.
* ConcreteMediator: cài đặt các hành vi liên lạc giữa các Colleague và tham chiếu đến các Colleague có liên quan.
* Colleague: mỗi Colleague biết đối tượng Mediator của nó và nó giao tiếp với đối tượng Mediator này khi muốn liên lạc với đối tượng Colleague khác.

import java.util.ArrayList;

import java.util.Date; import java.util.List;

// (1) Mediator interface Mediator<T> {

void sendMessage(User<T> user, T message); void addUser(User<T> user);

}

// (2) ConcreteMediator

class ChatMediator<T> implements Mediator<T> { private List<User<T>> userList = new ArrayList<>(); @Override public void addUser(User<T> user) {

userList.add(user);

}

@Override public void sendMessage(User<T> user, T message) { for (User<T> u : userList)

if (u != user) u.receive(message);

}

}

// (3) Colleague abstract class User<T> {

protected String name; public User(String name) {

this.name = name;

}

public abstract void send(Mediator<T> mediator, T message); public abstract void receive(T message);

}

// (4) ConcreteColleague

class ChatUser<T> extends User<T> { public ChatUser(String name) {

super(name);

}

@Override public void send(Mediator<T> mediator, T message) { mediator.sendMessage(this, message);

}

@Override public void receive(T message) { System.out.println(this.name + " received: " + message);

}

}

class Message {

private String message;

public Message(String message) { this.message = new Date() + ", " + message;

}

@Override public String toString() { return message; }

}

public class Client {

public static void main(String[] args) { System.out.println("--- Mediator Pattern ---"); ChatUser<Message> obama = new ChatUser<>("Barack Obama"); ChatUser<Message> un = new ChatUser<>("Kim Jong Un");

ChatUser<Message> putin = new ChatUser<>("Vladimir Putin"); ChatMediator<Message> msn = new ChatMediator<>(); msn.addUser(obama);

msn.addUser(putin); msn.addUser(un);

ChatMediator<Message> yahoo = new ChatMediator<>(); yahoo.addUser(putin);

yahoo.addUser(un);

un.send(msn, new Message("[Kim Jong Un]: Ultimate Letter")); un.send(yahoo, new Message("[Kim Jong Un]: Secret Letter"));

}

}

1. Liên quan
   * Facade: mẫu thiết kế Facade trừu tượng hóa một hệ thống con để cung cấp một giao diện dễ dùng hơn, đây là giao thức một hướng (Client  Facade  Subsystem). Khác với Facade, Mediator là trung gian giao tiếp giữa các Colleague, đây là giao thức đa chiều.
   * Observer: các Colleague có thể liên lạc với nhau bằng cách dùng mẫu thiết kế Observer.
2. Java API

java.util.Timer, các phương thưc scheduleXxx(). java.lang.reflect.Method, phương thức invoke().

1. Sử dụng Ta có:
   * Một tập các đối tượng liên lạc với nhau theo những cách có cấu trúc tốt nhưng lại phức tạp.
   * Cần phải tùy biến hành vi liên lạc của nhóm đối tượng mà không phải dẫn xuất chúng.
   * Một hệ thống hoạt động dựa trên thông điệp.
2. Bài tập

Sơ đồ bên trái thể hiện quan hệ nhiều-nhiều giữa hai lớp Order và Book, làm cả hai phải giữ một Map lưu trữ thông tin của nhau. Tương tác trực tiếp giữa chúng trở nên phức tạp.

Sơ đồ bên phải áp dụng mẫu thiết kế Mediator để giảm sự phức tạp này. Lớp Bookstore làm việc với quan hệ giữa Order và Book thông qua Mediator.
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1..\* 0..\*

1. code: String
2. title: String
3. price: double

Book

* code: String
* date: Date
* total: double

Order

1. order: Order
2. book: Book
3. quantity: int

Item

+ add(Order, Book, int)

+ remove(Order, Book)

Mediator

+ add(Order, Book, int)

+ remove(Order, Book)

* items: Map<String, Item>
* mediator: Mediator

Bookstore

+ addBook(Book)

+ removeBook(Book)

1. code: String
2. date: Date
3. total: double
4. books: Map<String, Book>

Order

Book

* code: String
* title: String
* price: double
* orders: Map<String, Order>

+ addOrder(Order)

+ removeOrder(Order)

## Memento

Externalize object internal state![](data:image/png;base64,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)

Mẫu thiết kế Memento được dùng khi muốn khôi phục lại trạng thái lần trước của một đối tượng. Mẫu thiết kế Memento không vi phạm tính đóng gói (encapsulation) mà vẫn có thể *lấy và lưu trữ trạng thái nội* của một đối tượng, vì vậy có thể khôi phục lại trạng thái đó nếu cần.

Mẫu thiết kế Memento còn gọi là Token.

1. Cài đặt
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+ createMemento(): Memento

+ setMemento(Memento)

– state

– state

Memento

Originator

|  |
| --- |
| Caretaker |
| – saveList: Stack<Memento> |
| + createMemento(): Memento  + setMemento(Memento) |

* Memento: đối tượng Memento chứa các trạng thái cần lưu trữ của một đối tượng (Originator), mỗi Memento thể hiện các trạng thái của đối tượng tại một thời điểm, gọi là "bản chụp" (snapshot) của đối tượng.

Lý tưởng là đảm bảo chỉ Originator mới có quyền truy cập Memento.

* Originator: chính là đối tượng mà ta quan tâm lưu trữ trạng thái. Thường có hai phương thức quan trọng, giúp nó lưu trữ trạng thái mà không vi phạm tính đóng gói.

+ Tạo đối tượng Memento và gán trạng thái cần lưu trữ vào đối tượng Memento đó. Nói cách khác, ta lưu trạng thái nội của Originator vào đối tượng Memento.

+ Khôi phục trạng thái từ đối tượng Memento được lưu trữ. Nói cách khác, ta khôi phục trạng thái nội trước đây từ thông tin lấy từ đối tượng Memento.

* Caretaker: giữ một ArrayList hoặc Stack lưu giữ các phiên bản trước của Memento. Dùng nó để lưu trữ và tìm lại các Memento đã lưu. Caretaker không quan tâm đến trạng thái được lưu trữ, mà chỉ quan tâm đến các Memento được nó lưu trữ.

Caretaker yêu cầu một hành động lưu trữ, yêu cầu một "bản chụp" của Originator tại một thời điểm.

// (1) Memento class Memento {

private String name; private double cost;

public Memento(Product product) { this.name = product.getName(); this.cost = product.getCost();

}

public String getName() { return name; }

public void setName(String name) { this.name = name; } public double getCost() { return cost; }

public void setCost(double cost) { this.cost = cost; }

}

// (2) Originator class Product {

private String name; private double cost;

public Product(String name, double cost) { this.name = name;

this.cost = cost;

}

public String getName() { return name; }

public void setName(String name) { this.name = name; } public double getCost() { return cost; }

public void setCost(double cost) { this.cost = cost; }

@Override

public String toString() {

return String.format("%s [%.2f]", name, cost);

}

public Memento createMemento() { return new Memento(this);

}

public void setMemento(Memento memento) {

this.setName(memento.getName()); this.setCost(memento.getCost());

}

}

// (3) Caretaker class Caretaker {

private java.util.Stack<Memento> saveList = new java.util.Stack<>(); public void add(Memento memento) {

saveList.push(memento);

}

public Memento get() {

return saveList.isEmpty() ? null : saveList.pop();

}

}

public class Client {

public static void main(String[] args) { Caretaker caretaker = new Caretaker(); Product product = new Product("Book", 50.00); System.out.println(product); System.out.println("Change the object: "); caretaker.add(product.createMemento()); product.setName("Meat"); caretaker.add(product.createMemento()); product.setCost(60.00); System.out.println(product);

System.out.println("Restore state via the memento..."); product.setMemento(caretaker.get()); product.setMemento(caretaker.get()); System.out.println(product);

}

}

1. Liên quan
   * Command: dùng Memento để lưu trạng thái các tác vụ có thể khôi phục lại (undo).
   * Iterator: Memento có thể được dùng cho thao tác lặp.
2. Java API

Các lớp cài đặt giao diện java.io.Serializable.

1. Sử dụng Ta muốn:
   * Lưu trữ bản sao trạng thái của một đối tượng để có thể khôi phục lại sau này (chức năng Undo).
   * Thay đổi, khôi phục trạng thái của một đối tượng mà không can thiệp trực tiếp đến trạng thái đó.
2. Bài tập

Trò chơi TicTacToe áp dụng mẫu thiết kế Memento để lưu giữ trạng thái bàn cờ (mảng board) và người chơi (board[0]).

+ save(Memento)

+ restore(): Memento

– list: Stack<Memento>

Caretaker

+ save(char[])

+ char[] load()

– state: char[]

Memento

+ isValid(int): boolean

+ play(int)

+ save(): Memento

+ restore(Memento)

+ display()

– board: char[]

+ player: char

Game

Đến lượt chơi của mình, người chơi ('X' hoặc 'O', 'X' đi trước) có các lựa chọn sau:

* + Chọn nước đi, nước đi hợp lệ là từ 1 đến 9 và ô chọn còn trống.
  + Chọn U để hoàn tác (undo), trạng thái bàn cờ sẽ lui lại 2 bước. Nếu 'O' mới đi một nước, bàn cờ sẽ trở lại trạng thái đầu.
  + Chọn Q để thoát trò chơi. Các tùy chọn không hợp lệ sẽ yêu cầu nhập lại

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| --- TicTacToe | --- | Player 'X' move? 5 | Player | 'O' | move? 3 | Player | 'X' move? U |
| 1 | 2 | 3 |  | 1 | 2 | 3 | 1 | 2 | | O |  | 1 | 2 | | 3 |
| 4 | 5 | 6 |  | 4 | X | 6 | 4 | X | | 6 |  | 4 | 5 | | 6 |
| 7 | 8 | 9 |  | 7 | 8 | 9 | 7 | 8 | | 9 |  | 7 | 8 | | 9 |

## Observer
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Mẫu thiết kế Observer định nghĩa một phụ thuộc một-nhiều, trong đó nếu *một* đối tượng (Subject, còn gọi là Observable) thay đổi trạng thái, tất cả (*nhiều*) các đối tượng (Observer) phụ thuộc đối tượng đó sẽ được thông báo và tự động cập nhật.

Phía "một" thường là dữ liệu, phía "nhiều" thường là giao diện người dùng (bảng biểu, đồ thị, báo cáo). Mẫu thiết kế này còn gọi là Dependents, Publisher/Subscriber hoặc Source/Listener.

1. Cài đặt
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*notifies*

*observes*

+ addObserver(Observer)

+ deleteObserver(Observer)

+ notify()

+ operation()

– observers: List<Observer>

ConcreteSubject

ConcreteObserver

+ update()

«interface»

Observer

+ *update()*

«interface»

Subject

+ *addObserver(Observer)*

+ *deleteObserver(Observer)*

+ *notifyObservers()*

- Subject: giao diện cho đối tượng dữ liệu, khai báo các phương thức chính:

+ addObserver(): dùng thêm các Observer vào danh sách đăng ký các đối tượng cần phải thông báo về những thay đổi.

+ deleteObserver(): loại Observer chỉ định ra khỏi danh sách đăng ký các đối tượng cần thông báo về những thay đổi. Do Observer chứa một tham chiếu đến Subject mà nó đăng ký, nên khi nó không còn quan tâm đến sự thay đổi của Subject nữa, Observer sẽ thông qua tham chiếu đó, tự loại nó ra khỏi danh sách đăng ký với Subject.

+ notifyObservers(): thông báo cho các Observer trong danh sách đăng ký về những thay đổi trên Subject.

* ConcreteSubject: cài đặt giao diện Subject. Vì thường là đối tượng dữ liệu, nó lưu trữ trạng thái mà các đối tượng Observer quan tâm. Khi trạng thái này thay đổi, các Observer đăng ký với nó, chứa trong một danh sách nó lưu giữ, sẽ được thông báo. Chú ý là danh sách cần thông báo do ConcreteSubject lưu giữ chứa các thực thể kiểu interface Observer, vì vậy cho phép đăng ký các đối tượng của nhiều lớp ConcreteObserver khác nhau, cài đặt phương thức đa hình update() theo cách khác nhau.
* Observer: khai báo giao diện với phương thức chính update(). Phương thức này có thể truy cập đối tượng Subject mà nó đăng ký, cập nhật Observer với trạng thái thay đổi của Subject.
* ConcreteObserver: cài đặt giao diện của Observer. Trong constructor, nó tự đăng ký với đối tượng Subject mà nó theo quan tâm, bằng cách gọi phương thức addObserver() của tham chiếu đến Subject. Khi được thông báo, nó sẽ thực thi một tác vụ nào đó, ví dụ thay đổi giao diện, cập nhật biểu đồ.

import java.util.ArrayList;

import java.util.List; import java.util.Random;

// (1) Observer interface Observer {

void update();

}

// (2) Subject interface Subject {

void addObserver(Observer observer); void deleteObserver(Observer observer); void notifyObservers();

}

// (3) ConcreteObserver

class ConcreteObserver implements Observer { private ConcreteSubject subject;

public ConcreteObserver(ConcreteSubject subject) { this.subject = subject; this.subject.addObserver(ConcreteObserver.this);

}

@Override public void update() { System.out.printf(" [%.2f]", subject.d);

}

}

// (4) ConcreteSubject

class ConcreteSubject implements Subject { double d;

List<Observer> observers = new ArrayList<>(); @Override public void addObserver(Observer observer) {

observers.add(observer);

}

@Override public void deleteObserver(Observer observer) { observers.remove(observers.indexOf(observer));

}

@Override public void notifyObservers() { for (Observer observer : observers) {

observer.update();

}

}

public void operation() { Random random = new Random(); d = random.nextDouble();

if (d < 0.25 || d > 0.75) { System.out.print("Yes"); notifyObservers();

} else { System.out.print("No");

}

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Observer Pattern ---"); ConcreteSubject subject = new ConcreteSubject(); Observer observer1 = new ConcreteObserver(subject); Observer observer2 = new ConcreteObserver(subject);

System.out.println("Doing something in the subject over time..."); System.out.println(" Observable Observer1 Observer2"); System.out.println("Iteration changed? notified? notified?"); for (int i = 0; i < 10; ++i) {

System.out.print( i + ": "); subject.operation(); System.out.println();

}

System.out.println("Removing observer1 from the subject... Repeating..."); System.out.println(" Observable Observer2"); System.out.println("Iteration changed? notified?"); subject.deleteObserver(observer1);

for (int i = 0; i < 10; ++i) { System.out.print( i + ": "); subject.operation(); System.out.println();

}

}

}

1. Liên quan
   * Mediator: bằng cách đóng gói những cập nhật ngữ cảnh phức tạp, Observable hoạt động như đối tượng Mediator giữa các đối tượng và các Observer.
   * Singleton: các Observable có thể là Singleton để nó trở nên duy nhất và được truy cập toàn cục.
2. Java API

Mẫu thiết kế Observer đã được tích hợp vào Java API, gói java.util. Để áp dụng mẫu thiết kế này:

* + ConcreteSubject, đối tượng dữ liệu, cần thừa kế lớp Observable. Trong phương thức operation(), sau khi thay đổi dữ liệu, gọi các phương thức setChanged() và notifyObservers() của giao diện Observable để tự động cập nhật cho các đối tượng Observer có đăng ký nhận cảnh báo thay đổi với nó.
  + ConcreteObserver, phần hiển thị của ứng dụng (giao diện người dùng GUI, report, sơ đồ, bảng biểu) thường cài đặt giao diện Observer. Trong constructor, nó tự "đăng ký" để nhận cảnh báo thay đổi diễn ra trên đối tượng Observable mà nó quan tâm. Đồng thời, cài đặt phương thức update(Observable, Object), trong đó nó nhận dữ liệu thay đổi từ đối tượng Observable để cập nhật phần hiển thị của mình.

Ví dụ sau đây, viết lại ví dụ trên nhưng áp dụng mẫu thiết kế Observer được tích hợp trong Java API.

import java.util.Observable; import java.util.Observer; import java.util.Random;

class ConcreteObserver implements Observer { public ConcreteObserver(Observable observable) {

observable.addObserver(ConcreteObserver.this);

}

@Override public void update(Observable o, Object arg) { if (o instanceof ConcreteSubject) {

ConcreteSubject t = (ConcreteSubject)o; System.out.printf(" [%.2f]", t.d);

}

}

}

class ConcreteSubject extends Observable { double d;

public void operation() { Random random = new Random(); d = random.nextDouble();

if (d < 0.25 || d > 0.75) { System.out.print("Yes"); this.setChanged(); this.notifyObservers();

} else { System.out.print("No");

}

}

}

public class Client {

public static void main(String[] args) {

System.out.println("--- Observer Pattern in Java API ---"); System.out.println("Doing something in the subject over time..."); System.out.println(" Observable Observer1 Observer2"); System.out.println("Iteration changed? notified? notified?"); ConcreteSubject subject = new ConcreteSubject();

Observer observer1 = new ConcreteObserver(subject); Observer observer2 = new ConcreteObserver(subject); for (int i = 0; i < 10; ++i) {

System.out.print( i + ": "); subject.operation(); System.out.println();

}

System.out.println("Removing observer1 from the subject... Repeating..."); System.out.println(" Observable Observer2"); System.out.println("Iteration changed? notified?"); subject.deleteObserver(observer1);

for (int i = 0; i < 10; ++i) { System.out.print( i + ": "); subject.operation(); System.out.println();

}

}

}

1. Sử dụng Ta muốn:
   * Cập nhật trên một đối tượng (thường là dữ liệu) sẽ thay đổi một số đối tượng được lựa chọn khác (thường là giao diện người dùng), không xác định được số đối tượng thay đổi kéo theo.
   * Một đối tượng cần thông báo cho một số các đối tượng khác mà không cần biết thông tin về các đối tượng được thông báo.
2. Bài tập

Sơ đồ sau trình bày mối quan hệ khi phối hợp giữa mẫu thiết kế Observer và mẫu thiết kế MVC. Hãy viết một chương trình dùng Java Swing, truy xuất cơ sở dữ liệu và hiển thị dữ liệu lên bảng và form trong GUI. Áp dụng framework Observer của Java API và mẫu thiết kế MVC như sơ đồ sau.
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Controller

+ update()

View2

+ setData()

– observers: List<Observer>

Model

+ *update()*

«interface» Observer

View1

+ update()

|  |
| --- |
| «abstract» Observable |
|  |
| + *addObserver(Observer)*  + *deleteObserver(Observer)*  + *notifyObservers()* |
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Đối tượng có trạng thái (state) và hành vi (behavior). Đối tượng thay đổi trạng thái dựa trên các sự kiện bên trong và bên ngoài. Nếu một đối tượng mà sự thay đổi qua lại giữa các trạng thái đã được xác định rõ ràng, và hành vi của đối tượng phụ thuộc đặc biệt vào trạng thái của nó, đối tượng đó là một ứng viên tốt cho mẫu thiết kế State.

Mẫu thiết kế State tạo một số "đối tượng trạng thái", đóng gói hành vi của đối tượng chính (gọi là Context) tương ứng với từng trạng thái (state-specific behavior). Khi trạng thái thay đổi, đối tượng chính sẽ ủy quyền thực hiện hành vi cho đối tượng trạng thái hiện hành.

Mẫu thiết kế State định nghĩa giao diện chứa các phương thức phụ thuộc trạng thái, mỗi cài đặt cho giao diện này sẽ định nghĩa một đối tượng trạng thái với phương thức phụ thuộc trạng thái thích hợp.

1. Cài đặt
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+ doAction()

ConcreteState2

+ doAction()

ConcreteState1

+ *doAction()*

«interface» State

+ request()

+ request1()

– state: State

Context

* Context: đối tượng Client quan tâm, chứa trong nó:

+ đối tượng trạng thái State, định nghĩa trạng thái hiện tại.

+ phương thức request() là hành vi chỉ định bởi trạng thái hiện tại, request1() là hành vi không phụ thuộc trạng thái.

* State: giao diện chung đóng gói hành vi tương ứng với một trạng thái của Context.
* ConcreteState: các lớp cài đặt giao diện State, mỗi lớp cài đặt hành vi cụ thể tương ứng một trạng thái cụ thể của Context. Các hành vi này có thể thiết lập trạng thái mới, chuyển Context đến trạng thái kế tiếp.

State và các ConcreteState thường được cài đặt như các lớp nội (inner class) của Context.

Ví dụ, việc phân phối hàng lần lượt trải qua ba trạng thái: đang xử lý (Processing), đang chuyển (OnRoute) và đã đến người nhận (AtDestination). Hai phương thức phụ thuộc trạng thái là getCurrentLocation() (báo vị trí) và goNext() (chuyển sang trạng thái tiếp sau).
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AtDestination

OnRoute

Processing

+ *goNext(Delivery)*

+ *getLocation(): String*

«interface» DeliveryState

+ goNext()

+ setState(DeliveryState)

+ getCurrentLocation(): String

– state: DeliveryState

Delivery

// (1) State

interface DeliveryState {

void goNext(Delivery delivery); String getLocation();

}

// (2) ConcreteState

class Processing implements DeliveryState { @Override public void goNext(Delivery delivery) {

delivery.setState(new OnRoute());

}

@Override public String getLocation() { return "Warehouse"; }

}

class OnRoute implements DeliveryState {

@Override public void goNext(Delivery delivery) { delivery.setState(new AtDestination());

}

@Override public String getLocation() { return "On the train"; }

}

class AtDestination implements DeliveryState { @Override public void goNext(Delivery delivery) {

delivery.setState(new AtDestination());

}

@Override public String getLocation() { return "Final destination"; }

}

// (3) Context class Delivery {

private DeliveryState state = new Processing(); public Delivery() {

System.out.println(getCurrentLocation());

}

public void setState(DeliveryState state) { this.state = state;

}

public Delivery goNext() { state.goNext(this); System.out.println(getCurrentLocation()); return this;

}

private String getCurrentLocation() { return state.getLocation();

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- State Pattern ---"); Delivery delivery = new Delivery(); delivery.goNext().goNext();

}

}

1. Liên quan
   * Flyweight: giải thích tình huống và cách các đối tượng State được chia sẻ.
   * Singleton: các đối tượng State thường là các Singleton để tránh tạo mới đối tượng State khi chuyển trạng thái.
   * Strategy: State và Strategy có cùng cấu trúc tĩnh (sơ đồ lớp) nhưng khác nhau về mục đích. Với State, client có ít hoặc không có kiến thức của các đối tượng State cụ thể. Context thường quyết định các đối tượng State trạng thái ban đầu và chuyển tiếp. Với Strategy, client thường nhận thức của các đối tượng Strategy khác nhau và chịu trách nhiệm cho việc khởi tạo Context cho một Strategy cụ thể.
2. Java API

Phương thức execute() của [javax.faces.lifecycle.LifeCycle](http://docs.oracle.com/javaee/6/api/javax/faces/lifecycle/Lifecycle.html#execute%28javax.faces.context.FacesContext%29) (điều khiển bởi [FacesServlet,](http://docs.oracle.com/javaee/6/api/javax/faces/webapp/FacesServlet.html) hành vi độc lập với phase (state) hiện hành của vòng đời JSF).

1. Sử dụng Ta có:
   * Các đối tượng sẽ thay đổi hành vi của chúng trong thời gian chạy, dựa trên một số ngữ cảnh.
   * Các đối tượng đang trở nên phức tạp với nhiều nhánh điều kiện. Ta muốn:
   * Thay đổi tập xử lý cho các yêu cầu động đến một đối tượng.
   * Giữ sự linh hoạt trong việc gán các yêu cầu để xử lý.
2. Bài tập
3. Khi ATM đang trong một trạng thái, người dùng có bốn tùy chọn ([insert card], [eject card], [insert PIN], [request cash]). Tùy theo trạng thái hiện hành, ATM sẽ có hành vi khác nhau.

Trạng thái NoCard: chưa đưa thẻ ATM vào máy.

[insert card]:  HasCard. Yêu cầu "Please enter a PIN"., [eject card]: báo "Enter a card first".

[insert PIN]: báo "Enter a card first". [request cash]: báo "Enter a card first".

Trạng thái HasCard: đã đưa thẻ ATM vào máy.

[insert card]: báo "You can't enter more than one card". [eject card]: báo "Card ejected",  NoCard.

[insert PIN]: nếu PIN đúng, báo "Correct PIN",  HasPin. Nếu PIN sai, báo "Incorrect PIN", đẩy card ra và báo "Card ejected",  NoCard.

[request cash]: báo "Enter PIN first" Trạng thái HasPin: mã PIN nhập hợp lệ.

[insert card]: báo "You can't enter more than one card". [eject card]: báo "Card ejected",  NoCard.

[insert PIN]: báo "Already entered PIN".

[request cash]: nếu số tiền yêu cầu (amount) lớn hơn tiền mặt (cash) hiện có trong máy, báo "D'ont have that cash", đẩy card ra và báo "Card ejected",  NoCard. Nếu số tiền yêu cầu hợp lệ (amount  cash), thanh toán và vẫn ở trạng thái HasPin; mỗi lần thanh toán, kiểm tra nếu tiền mặt đã hết (cash = 0),  NoCash.

Trạng thái NoCash:

[insert card]: báo "We don't have money". [eject card]: báo "We don't have money". [insert PIN]: báo "We don't have money". [request cash]: báo "We don't have money".

Hãy áp dụng mẫu thiết kế State để thay đổi hành vi của máy ATM khi trạng thái của nó thay đổi. Sơ đồ chuyển trạng thái sau mô tả bốn trạng thái của một máy ATM (tô đậm).

### HasCard

[inCorrectPin]

*ejectCard()*

#### insertCard()

#### ejectCard()

*insertPin()*

[correctPin]

### NoCard

#### ejectCard()

[amount > cash]

*ejectCard()*

### HasPin

#### requestCash()

##### NoCash

[cash = 0]

1. Thiết kế một cell phone. Do kích thước giới hạn nên chỉ có 4 phím: 2 phím bề mặt là SND và END, 2 phím trên cạnh là Side Key Up và Side Key Down. Ngoài ra, cùng một phím có thể ánh xạ những chức năng khác nhau tùy theo chế độ (trạng thái) hiện tại của thiết bị. Sơ đồ chuyển trạng thái như sau:

[SND]

[Side Key Up] increase call volume
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[SND]

launch

Call

StandBy

Application

[END] [END]

Side Key Up/Down

[Side Key Up] increase ringer volume

[Side Key Up] scroll up

[Side Key Down] decrease call volume

Chế độ StandBy: thiết bị đang trong chế độ chờ. [SND]: chuyển qua chế độ Call.

[END]: chuyển sang chế độ Application.

[Side Key Up/Down]: tăng/giảm âm lượng chuông.

Chế độ Call: thiết bị đang trong chế độ thoại. [SND]: báo lỗi.

[END]: chuyển sang chế độ StandBy.

[Side Key Up/Down]: tăng/giảm âm lượng thoại.

Chế độ Application: thiết bị đang trong chế độ chạy ứng dụng. [SND]: báo lỗi.

[END]: chuyển sang chế độ StandBy.

[Side Key Up/Down]: cuộn màn hình lên/xuống.

[Side Key Down] decrease ringer volume

[Side Key Down] scroll down

Hãy áp dụng mẫu thiết kế State để thay đổi hành vi của cell phone khi chế độ của nó thay đổi. Hướng dẫn:

* Cài đặt mặc định cho phương thức [SND] và [END] là báo lỗi.
* Các phương thức cho [SND] và [END] nhận tham số là đối tượng CellPhone để có thể gọi phương thức thay đổi chế độ của nó.

## Strategy
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Phần dễ thay đổi nhất trong chương trình là thuật toán, trong chương trình đôi khi bạn cần lựa chọn một trong nhiều thuật toán để giải quyết vấn đề. Ví dụ, để sắp xếp một danh sách, bạn có thể lựa chọn nhiều "chiến lược" sắp xếp: theo tên, theo thời điểm thay đổi, theo kích thước, .v.v…

Mẫu thiết kế Strategy tách code thực thi thuật toán ra, đóng gói chúng, tạo thành một họ các thuật toán. Điều này cho phép chương trình có khả năng thay đổi thuật toán động trong thời gian chạy.

Ý tưởng là tách phần xử lý thuật toán ra khỏi đối tượng, từ đó cho phép thay đổi thuật toán độc lập với đối tượng dùng nó.

Ta tạo một số đối tượng thể hiện thuật toán và cho phép một đối tượng Context thay đổi đối tượng thuật toán của nó (thay đổi "chiến lược"), đối tượng thuật toán được áp dụng này sẽ thực hiện thuật toán cụ thể cho Context.

Ta dùng mẫu thiết kế này khi muốn tạo một đối tượng (Context) hỗ trợ linh hoạt nhiều thuật toán cùng một họ.

1. Cài đặt
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+ execute()

ConcreteStrategyB

+ execute()

ConcreteStrategyA

+ request()

– strategy: Strategy

Context

|  |  |
| --- | --- |
|  | «interface» Strategy |
|  |  |
| + *excecute()* |

* Strategy: giao diện cho họ thuật toán, đóng gói hành vi cho thuật toán. Context sử dụng giao diện này để thực hiện thuật toán cụ thể được cài đặt bởi một ConcreteStrategy.
* ConcreteStrategy: cài đặt một thuật toán cụ thể, sử dụng giao diện Strategy.
* Context: lớp áp dụng nhiều biến thể khác nhau của thuật toán. Đây là lớp sử dụng thuật toán thông qua giao diện Strategy. Trong lớp này có thể định nghĩa một giao diện giúp Strategy truy cập được dữ liệu của nó.

Cách sử dụng các đối tượng Strategy của Context theo nguyên tắc Dependency Injection, đối tượng phụ thuộc không phải tạo trước mà được "tiêm" vào khi cần.

// (1) Context

class Context {

private Strategy strategy;

public void setStrategy(Strategy strategy) { this.strategy = strategy;

}

public void request(String s) { strategy.algorithm(s);

}

}

// (2) Strategy interface Strategy {

void algorithm(String s);

}

// (3) ConcreteStrategy

class UpperStrategy implements Strategy { @Override public void algorithm(String s) {

System.out.println(s.toUpperCase());

}

}

class LowerStrategy implements Strategy { @Override public void algorithm(String s) {

System.out.println(s.toLowerCase());

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Strategy Pattern ---"); Strategy upperStrategy = new UpperStrategy(); Strategy lowerStrategy = new LowerStrategy(); Context context = new Context(); context.setStrategy(upperStrategy); context.request("Design Patterns");

context.setStrategy(lowerStrategy); context.request("Design Patterns");

}

}

Context gọi request() với các đối tượng Strategy khác nhau, được "tiêm" vào nó. Tùy theo loại đối tượng Strategy được áp dụng, request() chạy các thuật toán tương ứng, đóng gói trong đối tượng đó.

1. Liên quan
   * Bridge: sử dụng một đối tượng để thực hiện tác vụ thực tế của nó.
   * Flyweight: các đối tượng Strategy tạo từ các đối tượng Flyweight sẽ tốt hơn.
   * State: State và Strategy có cùng cấu trúc tĩnh (sơ đồ lớp) nhưng khác nhau về mục đích. Xem mẫu thiết kế State.
2. Java API

Khi tạo GUI với một layout cụ thể, ta cung cấp một đối tượng LayoutManager cho container. Khi container cần thực hiện thuật toán bố trí các component ("chiến lược" layout), nó gọi phương thức của đối tượng LayoutManager tương ứng.

Trong trường hợp này: Context là Container, Strategy là LayoutManager, ConcreteStrategy là loại LayoutManager cụ thể (BorderLayout, GridLayout).

Một ví dụ khác là đối tượng Comparator được truyền đến phương thức sort() của Collection. Đối tượng này đóng gói thuật toán so sánh cụ thể:

import java.util.Collections;

import java.util.Comparator;

// ...

Comparator comparator = new BookComparatorByName(); Collections.sort(books, comparator);

Trong đó: Context là Collections, Strategy là Comparator, ConcreteStrategy là loại Comparator cụ thể (BookComparatorByName).

1. Sử dụng Ta có:
   * Nhiều lớp liên quan nhau và chỉ khác nhau ở hành vi của chúng. Strategy cung cấp cách cấu hình một lớp có nhiều hành vi.
   * Cần các biến thể khác nhau của thuật toán với mục đích nhất định.
   * Các thuật toán dùng dữ liệu mà Client chưa biết đến. Dùng Strategy để tránh bộc lộ cấu trúc dữ liệu của thuật toán.
   * Context định nghĩa nhiều hành vi, chúng xuất hiện theo các nhánh điều kiện, chuyển các hành vi này vào các Strategy.
2. Bài tập
3. Một trò chơi cho phép thiết lập nhiều cấp độ chơi: EASY, MEDIUM, HARD. Cấu hình cho độ khó của trò chơi được đóng gói trong DifficultyStrategy, bao gồm những hạn chế của người chơi, số lượng và độ khó của các nhiệm vụ con phải hoàn thành, … Tùy lựa chọn ban đầu của người chơi, chiến lược thích hợp sẽ được áp dụng. Bạn hãy áp dụng mẫu thiết kế Strategy để thực hiện yêu cầu này.
4. Có hai cách tính giá tiền khác nhau với loại ngoại tệ được sử dụng, đều trả về VND. Hai cách này khác nhau về chế độ giảm giá (discount), thuế suất (tax) và cách chuyển đổi sang VND. Bạn hãy áp dụng mẫu thiết kế Strategy để thực hiện yêu cầu này.
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EuropePriceCalculator

USPriceStrategy

+ compute(double, PriceStrategy): double

TotalPriceCalculator

+ *appyDiscounts(double): double*

+ *addTaxes(double): double*

+ *convertCurrency(double): double*

«interface» PriceStrategy

## Template Method
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Mẫu thiết kế Template Method cung cấp khung sườn của một hành vi/thuật toán, được hình thành bởi một *chuỗi thao tác* có thứ tự hoặc không cần thứ tự. Các lớp con trong mẫu thiết kế này có thể định nghĩa lại các thao tác trong chuỗi thao tác, độc lập với cấu trúc khung sườn của hành vi/thuật toán đó. Khả năng này làm cho việc thực hiện hành vi/thuật toán trở nên linh động.

Ngoài ra, mẫu thiết kế này cho phép chèn thêm một số phương thức "móc" (hook) vào chuỗi thao tác tại một số điểm đặc biệt, cho phép mở rộng hành vi/thuật toán tại các điểm đó.

Mẫu thiết kế Template Method rất phù hợp khi tạo ra các framework (khung công việc), trong đó ta cung cấp một thuật toán (một kiểu framework) linh hoạt để thực hiện một công việc. Các đơn thể phần mềm với vòng đời (life cycle) bao gồm các phương thức callbacks, cũng được cài đặt theo mẫu thiết kế Template Method.

1. Cài đặt

|  |
| --- |
| «abstract» AbstractClass |
|  |
| + «final»templateMethod() # *operation1()*  # *operation2()* |

|  |
| --- |
| ConcreteClass |
|  |
| + operation1()  + operation2() |

* AbstractClass: chứa

+ Một phương thức cho thuật toán (templateMethod()), phương thức này thường là final để không bị viết lại (overriden).

+ Các phương thức trừu tượng cho các thao tác cơ bản tạo nên thuật toán. Có thể định nghĩa các thao tác cơ bản này để cung cấp hành vi mặc định. Phương thức thuật toán gọi các thao tác cơ bản này theo thứ tự phù hợp.

* ConcreteClass: lớp dẫn xuất từ AbstractClass, cài đặt cụ thể và tách biệt cho các thao tác cơ bản của thuật toán. Nói cách khác, mỗi ConcreteClass cài đặt cho một biến thể của thuật toán.

Ý tưởng là lớp cơ sở (AbstractClass) khai báo các placeholders (chỗ đặt trước) cho một thuật toán, lớp dẫn xuất (ConcreteClass) sẽ lựa chọn hiện thực cho các placeholders này.

Thường có ba kiểu tác vụ khác nhau được gọi từ templateMethod():

abstract class AbstractClass {

public final void templateMethod() { operation1();

operation2(); operation3();

}

protected abstract void operation1(); protected void operation2() { } protected final void operation3() { }

}

+ operation1(): tác vụ trừu tượng được khai báo (và dùng) trong lớp cơ sở; lớp con sẽ định nghĩa cụ thể nó.

+ operation2(): tác vụ được định nghĩa trong lớp cơ sở, tác vụ này có thể rỗng hoặc được cài đặt mặc định. Tùy nhu cầu mở rộng thuật toán, lớp con có thể định nghĩa lại hoặc không cần định nghĩa lại tác vụ này. Chúng gọi là các phương thức "hook", do lớp con có thể "móc" vào thuật toán tại một số điểm.

+ operation3(): tác vụ không thay đổi, định nghĩa bước bắt buộc phải có trong thuật toán.

import java.util.regex.Pattern;

class Message { String address; String subject; String content;

public Message(String address, String subject, String content) { this.address = address;

this.subject = subject; this.content = content;

}

}

// (1) AbstractClass

abstract class MessageSender { protected Message message;

public final void execute(Message message) {

this.message = message; initialize().sendMessage().cleanUp();

}

protected abstract MessageSender initialize(); protected abstract MessageSender sendMessage(); protected abstract MessageSender cleanUp();

}

// (2) ConcreteClass

class EmailMessageSender extends MessageSender { private boolean status = false;

private String log = "Send email message failed"; private boolean isEmail(String address) {

return Pattern.compile("^[A-Z0-9.\_%+-]+@[A-Z0-9.-]+\\.[A-Z]{2,6}$", Pattern.CASE\_INSENSITIVE).matcher(address).find();

}

@Override protected MessageSender initialize() { status = isEmail(message.address);

return this;

}

@Override protected MessageSender sendMessage() { if (status) {

System.out.println("Sending by email...");

log = "Send message to " + message.address + " successful";

}

return this;

}

@Override protected MessageSender cleanUp() { status = false;

System.out.println("[LOG]: " + log); return this;

}

}

class HttpPostMessageSender extends MessageSender { private boolean status = false;

private String log = "Send HTTP message failed"; private boolean isURL(String address) {

return Pattern.compile("\\b(https?|ftp|file)://[-a-zA-Z0-9+&@#/%?=~\_|!:,.;]\*[-a-zA-Z0-9+&@#/%=~\_|]", Pattern.CASE\_INSENSITIVE).matcher(address).find();

}

@Override protected MessageSender initialize() { status = isURL(message.address);

return this;

}

@Override protected MessageSender sendMessage() { if (status) {

System.out.println("Sending by HTTP post...");

log = "Send message to " + message.address + " successful";

}

return this;

}

@Override protected MessageSender cleanUp() { status = false;

System.out.println("[LOG]: " + log); return this;

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Template Method Pattern ---");

Message eMessage = new Message("[billgates@microsoft.com](mailto:billgates@microsoft.com)", "to Bill", "Hello Bill!"); Message wMessage = new Message("<http://oracle.com/forum>", "to James", "Hello James!"); new EmailMessageSender().execute(eMessage);

new HttpPostMessageSender().execute(wMessage);

|  |  |
| --- | --- |
|  |  |
| DinnersCard | |
|  | |
| + isNumOfDigitsValid():boolean  + isValidPrefix(): boolean  + isAccountInGoodStand(): boolean | |

|  |
| --- |
| MasterCard |
|  |
| + isNumOfDigitsValid():boolean  + isValidPrefix(): boolean  + isAccountInGoodStand(): boolean |

}

}

Quy trình gửi một thông điệp, bằng email hoặc bằng web, phải qua một số bước: khởi tạo (initialize), gửi (sendMessage) và dọn dẹp (cleanUp). Thao tác cho các bước này được cài đặt độc lập với quy trình gửi thông điệp, phù hợp với loại thông điệp.

1. Liên quan
   * Factory Method: một trong các bước của Template Method thường là tạo đối tượng, khi đó nó dùng Factory Method.
   * Strategy: Template Method dùng thừa kế để thay đổi một phần của thuật toán, Strategy dùng ủy nhiệm để thay đổi hoàn toàn thuật toán.
   * Observer: mẫu thiết kế Observer thường được dùng kết hợp với mẫu thiết kế Template Method như ví dụ sau.

abstract class ProcessManager extends Observable { protected final void process() {

try {

doProcess(); setChanged(); notifyObservers();

} catch (Throwable t) { Log.error("ProcessManager.process(): ", t);

}

}

abstract protected void doProcess();

}

Khi áp dụng mẫu thiết kế Template Method, sau khi doProcess() làm thay đổi dữ liệu thì các Observer đăng ký với ProcessManager sẽ được thông báo và thay đổi phần hiển thị tương ứng.

1. Java API

Tất cả các phương thức non-abstract của java.io.InputStream, java.io.OutputStream, java.io.Reader và java.io.Writer. Tất cả các phương thức non-abstract của java.util.AbstractList, java.util.AbstractSet và java.util.AbstractMap.

1. Sử dụng Ta muốn:
   * Cài đặt những phần không thay đổi của một thuật toán trong một lớp đơn và những phần thay đổi của thuật toán trong các lớp dẫn xuất của lớp đơn đó.
   * Hành vi chung của các lớp dẫn xuất được chuyển đến một lớp đơn duy nhất để tránh trùng lặp.
2. Bài tập

Quy trình kiểm tra tính hợp lệ của ba loại credit card (Visa, MasterCard, Dinners Club) đều có 6 bước, trong đó có một số bước giống nhau (1, 4, 5) và một số bước khác nhau (2, 3, 6).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Bước | Kiểm tra | Visa | MasterCard | Dinners Club |
| 1 | Hạn sử dụng (Expiration date) | > today | > today | > today |
| 2 | Chiều dài dãy số (Length) | 13, 16 | 16 | 14 |
| 3 | Dãy số đầu (Prefix) | 4 | 51 – 55 | 30, 36, 38 |
| 4 | Ký tự hợp lệ (Valid characters) | 0 – 9 | 0 – 9 | 0 – 9 |
| 5 | Thuật toán kiểm tra (Check digit algorithm) | Thuật toán Luhn | Thuật toán Luhn | Thuật toán Luhn |
| 6 | Trạng thái tài khoản (Account in good standing) | Visa API | MasterCard API | Dinners Club API |

Hãy áp dụng mẫu thiết kế Template Method cho việc kiểm tra tính hợp lệ cả ba loại card trên.
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VisaCard

+ isNumOfDigitsValid():boolean

+ isValidPrefix(): boolean

+ isAccountInGoodStand(): boolean

|  |
| --- |
| «abstract» CreditCard |
| # cardNum: String # expMM: int  # expYY: int |
| + «final»isValid(): boolean  + isExpDateValid(): boolean  + hasValidChars(): boolean  + isValidCheckSum(): boolean  + *isNumOfDigitsValid():boolean*  + *isValidPrefix(): boolean*  + *isAccountInGoodStand(): boolean* |

Thuật toán kiểm tra (Check digit algorithm) gọi là thuật toán Luhn:

* + Duyệt dãy số từ phải sang trái, số tại vị trí có thứ tự chẵn thì nhân đôi.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | 9 | 4 | 7 | 7 | 4 | 9 | 1 | 5 |
| 1 | 9x2 | 4 | 7x2 | 7 | 4x2 | 9 | 1x2 | 5 |
| 1 | 18 | 4 | 14 | 7 | 8 | 9 | 2 | 5 |

* + Nếu kết quả nhân đôi này có hai chữ số thì lấy tổng hai chữ số đó làm kết quả cuối.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 1+8 | 4 1+4 | 7 | 8 | 9 | 2 | 5 |
| 1 9 | 4 5 | 7 | 8 | 9 | 2 | 5 |

* + Cộng các số cuối cùng này lại với nhau. Nếu kết quả chia hết cho 10 thì dãy số kiểm tra là hợp lệ.

1 + 9 + 4 + 5 + 7 + 8 + 9 + 2 + 5 = 50  valid

public boolean isLuhn(String cardNum) { int sum = 0;

for (int i = cardNum.length() - 1; i >= 0; i -= 2) sum += cardNum.charAt(i) - '0';

for (int i = cardNum.length() - 2; i >= 0; i -= 2) sum += 2 \* (cardNum.charAt(i) - '0') % 9;

return (sum % 10 == 0);

}

## Visitor
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Một cách để thực hiện một tác vụ lên các đối tượng khác nhau trong một cấu trúc phức hợp là cung cấp thao tác đó riêng cho từng lớp của chúng. Thay vì tiếp cận từ bên ngoài vào như trên, có thể đảo ngược cách tiếp cận: gửi một đối tượng vào trong cấu trúc phức hợp và để cho đối tượng đó làm việc, mà vẫn không làm thay các lớp của cấu trúc phức hợp.

Mẫu thiết kế Visitor đóng gói tất cả những thao tác cần thiết cho tác vụ "viếng thăm" (print, upgrade, render, display, …) vào một lớp riêng. Đối tượng thuộc lớp này, gọi là Visitor, chứa tác vụ "viếng thăm" phù hợp với lớp đối tượng tiếp nhận nó.

Các đối tượng Element, tức các đối tượng sẽ được "viếng thăm" trong cấu trúc phức hợp, phải chấp nhận "tiêm" đối tượng Visitor vào chúng, bằng phương thức accept(), để đối tượng Visitor đó có thể thực hiện tác vụ "viếng thăm" trên nó được. Như vậy, cách sử dụng các đối tượng Visitor tuân theo nguyên tắc Dependency Injection.

1. Cài đặt
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+ accept(Visitor)

ConcreteElementB

+ accept(Visitor)

ConcreteElementA

+ *accept(Visitor)*
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+ *visit(ConcreteElementB)*

«interface» Element

«interface» Visitor

Client

|  |
| --- |
| ConcreteVisitor |
|  |
| + visit(ConcreteElementA)  + visit(ConcreteElementB) |

* Visitor: định nghĩa giao diện chứa các phương thức visit() cho từng lớp ConcreteElement trong cấu trúc phức hợp. Tùy loại Element, Visitor sẽ "viếng thăm" bằng phương thức visit() tương ứng.
* ConcreteVisitor: cài đặt các tác vụ khai báo trong Visitor, thể hiện thuật toán "viếng thăm" cụ thể: đếm số Element, hiển thị nội dung Element, tính toán tích lũy, … số các tác vụ này có thể mở rộng.
* Element: khai báo giao diện chung cho Element, quan trọng là phương thức accept(), nhận Visitor như đối số. Chú ý, chính phương thức accept() này sẽ gọi các phương thức visit() của Visitor mà nó chấp nhận, được truyền đến nó như đối số.
* ConcreteElement: loại Element cụ thể tạo nên cấu trúc phức tạp. Số ConcreteElement là cố định.

import java.util.ArrayList; import java.util.Arrays;

// (1) Element

interface FileSystemNode {

void accept(Visitor visitor);

}

// (2) ConcreteElement

class FileNode implements FileSystemNode { private String name;

public FileNode(String name) { this.name = name;

}

public String getName() { return name;

}

@Override public void accept(Visitor visitor) { visitor.visit(this);

}

}

class FolderNode implements FileSystemNode { private String name;

ArrayList<FileSystemNode> list = new ArrayList<>();

public FolderNode(String name, FileSystemNode... children) { this.name = name; this.list.addAll(Arrays.asList(children));

}

@Override public void accept(Visitor visitor) { visitor.visit(this);

}

public FolderNode add(FileSystemNode node) { list.add(node);

return this;

}

public String getName() { return name;

}

}

// (3) Visitor interface Visitor {

void visit(FileNode element); void visit(FolderNode element);

}

// (4) ConcreteVisitor

class PrintVisitor implements Visitor { @Override public void visit(FileNode node) {

System.out.println(node.getName());

}

@Override public void visit(FolderNode node) { System.out.println("[" + node.getName() + "]"); for (FileSystemNode e : node.list) {

if (e instanceof FileNode) visit((FileNode)e);

else if (e instanceof FolderNode) visit((FolderNode)e);

}

}

}

public class Client {

public static void main(String[] args) { System.out.println("--- Visitor Pattern ---"); FolderNode root =

new FolderNode("java",

new FileNode("readme.txt"), new FolderNode("javaSE",

new FileNode("code.java"), new FolderNode("tutorial")),

new FolderNode("javaEE", new FileNode("web.pdf"),

new FileNode("ejb.pdf"))); root.accept(new PrintVisitor());

}

}

Chú ý constructor của FolderNode, phương thức này cho phép tạo thành một cấu trúc phức hợp tương tự cây thư mục, bao gồm FileNode và FolderNode; FolderNode có thể chứa các FileNode và FolderNode khác. Client chọn một PrintVisitor cài đặt các phương thức visit(), hiển thị thông tin tùy FileNode hoặc FolderNode, trong đó phương thức visit() của FolderNode là đệ quy.

Client gửi PrintVisitor này đến cấu trúc phức hợp bằng cách truyền PrintVisitor cho phương thức accept().

1. Liên quan
   * Composite: cấu trúc đối tượng phức hợp mà Visitor áp dụng tác vụ lên đó, thường được định nghĩa bởi Composite.
   * Interpreter: Visitor cũng có thể hỗ trợ Interpreter thực hiện tác vụ diễn dịch của nó.
2. Java API

javax.lang.model.element.AnnotationValue và [AnnotationValueVisitor.](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/element/AnnotationValueVisitor.html) javax.lang.model.element.Element và [ElementVisitor.](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/element/ElementVisitor.html) javax.lang.model.type.TypeMirror và [TypeVisitor.](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/type/TypeVisitor.html)

1. Sử dụng Ta muốn:
   * Duyệt qua một hệ thống phân lớp phức tạp được bảo vệ chặt chẽ, khó thay đổi.
   * Một hệ thống cần nhiều tác vụ khác nhau thực hiện trên nó, có thể mở rộng số tác vụ này. Dùng như một parser.
   * Các tác vụ gắn liền với các loại đối tượng trong hệ thống phân cấp.
2. Bài tập

Cung cấp một Visitor truy cập hệ thống các tập tin và thư mục từ một vị trí chỉ định, in ra tên của các tập tin và thư mục so trùng với một mẫu biểu thức chính quy (regular expression) chỉ định. Giải quyết vấn đề nếu hệ thống hỗ trợ cả link. Link được dùng trên Unix, tương tự shortcut trên Windows, là một bản sao ảo của tập tin hoặc thư mục, chứa tên link và đường dẫn của tập tin hoặc thư mục mà nó đại diện. Link có các tác vụ giống như tập tin và thư mục, ngoại trừ việc ta có thể xóa nó mà không ảnh hưởng đến tập tin hoặc thư mục mà nó đại diện.

Hướng dẫn: áp dụng mẫu thiết kế Proxy cho link.
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